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Abstract—Automatic program generation saves time, human resources, and allows receiving syntactically clear and logically correct modules. The 4-th generation programming languages are related to drawing the data and the processes of the subject area, as well as, to obtain a frame of the respective information system. The application can be separated in interface and business logic. That means, for an interactive generation of the needed system to be used an already existing toolkit or to be created a new one.
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I. INTRODUCTION

AUTOMATED software generation is a popular problem in the sphere of software industry, associated with automating work in order to save time, brain work and resources [3]. Generating programs allows creating syntactically clean and logically correct modules, starting with designing and modeling the subject area up to obtain the final product. Another target of the automatic generation is to drop out of the need gathering an expert team to update the existing software. This implies a development of a wide class of systems for automated software creation or separated modules for: modeling of a subject area; describing the requirements for the design software; creating documentation for specific purposes. Software generation can be reviewed in various aspects. There are different specifications, one of which is based on the functional status: 1) interface in order to connect with the user – related to the automatic interface generation; 2) functional part – related to the automatic generation of business logic, i.e. – application logic.

The fourth generation programming language implies the usage of graphic or natural-language interface with helps to describe the task. Usually it is being done by a specialist in the subject area rather than a software specialist. This is the basis on which the respective application software is being generated.

II. DETAILED DESCRIPTION

There have been created multiple toolkits [3], which tend to develop the automated software creation in different stages. Some of them assist only in the process of designing; others come to finalize the process by generating the appropriate and its supplying documentation. In the group of partial

automation software it is possible to found free or open source software, while in the group of comprehensive automation software (CASE-systems) the representatives are only a few, and the price is extremely high. That offers many companies a niche market in providing their own tools and frames with different features and at with different prices. They help the automate creation and production of the whole software or of its individual stages separately.

One possible idea for a system, that helps the software creation, is shown in Fig. 1:

1) The first stage is a description / modeling of the subject area. This can be accomplished in various methods [2], but it is preferred to be done by graphic editors such as BPMN, UML, etc. [1]. They should be very intuitive and easy to use because their users are very often good specialists in a respective subject area rather than software ones. The result of this subsystem is a well described subject area. It is possible to be defined static object as well as some actions between them. The described subject area can be stored into a common for the whole system pre-defined internal machine representation, or to be transferred for further processing by some of the conventional free text formats, e.g.: XML-file.

2) The graphically described subject area is presented to a Java-code generator. On the basis of the graphic description are generated Java-classes with corresponding to them fields, as well as methods that need to be processed. The final result is a defined structure of a database, along with functions that need to be processed. Many of the basic functions are known in advance: 1) methods for accessing the classes’ fields (get- and set-methods); 2) subprograms that can realize basic manipulations in a database (add, copy, delete, search by key, sorting, etc.). The tasks are being easily determined and generated this way.

One more functionality can be added to be already defined ones - generation of documentation for the product and for the subprograms. That prepared module is the first step of a CASE-system for automated software creation. The ultimate goal is such a class system is usually generation of elements for three-layer client-server applications: generation of database; generation of the client part (which usually works as a Java-applet in a browser); generation, related to the business rules in the middle layer. This system can be used as a separate application that corresponds with the following subsystems or the external ones through an appropriate internal
machine representation of the subject area or through XML-files.

Fig. 1 Unit for Data structure + software generation

CASE systems, code generators [3] and development methods have been analyzed for the design of this module, and a market niche for realizing an application and documentation generator has been sought after. This defines the purpose of the study - to be established a methodology which will develop an application generator in different subject areas, as well as a prototype of this generator.

One of the problems in designing consists in choosing the methodology by which the project would be realized (incl. the internal machine representation of the selected structures), as well as choosing the appropriate technical primitives – for example - programming language. In order to develop the general project as a program language for the creation of the subsystem is selected Java.

A. A Graphical Editor

The first module in this subsystem is the created Graphical editor for creation, editing, and visualization of diagrams of Java classes, which should be developed to a full-featured UML/BPMN graphical editor. During its creation, the following things are required:

1) In concern with the interface and the environment (Fig. 2):
   - The process of creating and editing the different elements, that constitute the class diagram, should be accomplished in a graphical environment;
   - The environment visually illustrates the set of data, elements and prepared diagrams; it should allow an intuitive and efficient work with them;
   - The interface has to provide the necessary tools for working with the program; they have to be accessible and intuitive to use;
   - The presentation of the diagrams should follow the standards of UML 2.0. Classes should able to be displayed together with their attributes and methods, as well as the links between them;

2) Requirements in concern with the system functionality:
   - To be realized: drawing, processing (by entering or deleting of data) and moving the different elements of the classes’ diagrams;
   - Saving the project should be possible, as well as loading a project from a stored file;
   - Selecting the options for working with the program should be done through the selection menu, using a mouse;
   - Entering and erasing text data (names of attributes, methods, etc.) to be done using the keyboard;

3) Requirements in concern with the errors management:
   - Errors to be processed during saving and loading a project;
   - To be processed the errors by incorrect data input, invalid element position, etc.

When creating this subsystem it should be well understood that it is not designed for a wide range of users, but a small circle of experts who are familiar with the subject area.

The architecture and the implementation of this module are being detailed described in [6].

B. Java-Code Generator

The task that this subsystem fulfills is to generate a programming Java code from the available graphic image (a model of the corresponding subject area, created by the UML-editor), that corresponds to the description.

To generate program code in Java through an appropriate graphical user interface (such as in Fig. 3) in each class there must be filled in the necessary information, which can be done by a junior programmer or designer.

Since the created data structures can be displayed in a variety of inheritable relations and relations between them, therefore the dialog window in Fig. 3 in which they are being displayed has a different or changing content during runtime.

Since the number of classes (Fig. 3) is unknown in advance (unlimited, too), the most appropriate thing for their storage is to be used some kind of a dynamic linear structure (in this
If it is known in advance the kind and the type of the database (e.g. MySQL) and if an information about the metadata is available, then the type of the fields and many of the modifiers could be taken automatically from there. When modeling with the UML- editor, the needed information for the names of the fields and the classes could be taken from the
metadata. If the type of database is already known (i.e. – the language for accessing and manipulating the data is known) there could automatically be generated a code for creating the basic manipulating functionalities that have influence over the database: create, delete, update. It is appropriate in such a case, while being in graphic mode (UML-editor) to be indicated the manipulated fields and/or the basic actions. It may also be appropriate for the UML-editor to be functionally supplemented by some properties for QBE (Query By Example).

If the process is not supervised by a human specialist, the subsystem will be generating empty methods with modifiers by default. Those values can be changed in the settings of the environment.

The architecture and the implementation of this module are described in detail in [4].

C. Generator of Documentation

It is possible to be performed in various ways and to cover in different levels the created application.

A lot of software companies recommend writing a self-documented code, i.e. - using generally available recommendations (conventions) in the dispensation of subprogram names, variables, structures and so on. Since many national or private company standards include some additional requirements towards the documentation of the created software, it is often needed an additional description of the code that is being generated. Using some tools would support the process.

The Java language itself offers some additional opportunities for documenting the code, which are cleverly used in the most common environment (Eclipse) for this programming language, as well as the Javadoc tool. This opens up a field for an additional or a new development, when using the existing tools.

D. DB – A Common Internal Machine Representation of Data Structures

With the graphical editor is described a subject area: classes, relationships, actions. The result should be stored on permanent media. And there are various possible options. In order for maximal speed - some of optimal is to use frames [7] with pre-defined internal machine representation of the subject area. The disadvantage of this approach: it is possible to process these frames by that system only, or from someone who has a frame structure.

E. Metadata Editor

When defining a group of frames to describe a subject area, they can be stored in a particular database. If describing another subject area there can be defined another group of frames and so on.

Working with a database of frames requires an editor that allows all the basic operations with the database to be executed: examination of the frames in the subject area, addition of new ones, editing of existing ones, deleting, and some other specific manipulations.

F. Converter from Java-Code to XML-File and vice versa

One of the ideas is for an existing program (Java-class, method, library, interface) - to be modified by an external application (on an external developer, for intermediate processing), aiming to add a new functionality that currently does not exist into the newly created system. That means Java-code (or UML, or another diagram) to be transferred to an external module, to be processed and returned. This purpose requires a common format for presentation of the code, data, charts, etc. The best in the case is using a text format or its variation, e.g. XML-format. This raises the need for creation of a converter that transforms Java-code to XML-file. The so existing Java application can be exported via XML to another system, which would modify the code (further processing, update of existing programs or generating new sub-programs), and the merged code (in XML-format) would be imported back again.

It is possible in a particular moment for a system to be part of another system (with different developers), and to be used in preconditioning of a code. In this case, the code should be transferred (import/export) to another system. For this purpose, there are needed some converters from Java-code (Java class) to XML-format and vice versa.

The main goal is to create a Java application, which can convert a Java-class (program) into XML text file. Well formatted, the output file can be easily read by people outside the programming field. Presented in such a way, the task is to be created an application which can convert not only Java-classes, but also the basic Java language constructs such as: a class, a package, import, constructors, methods, method calls, variable values, variable worthless, conditional statements such as- if, if-else, for, while, single- and multi-line comments. With the development of this subsystem, other language constructs will be added.

The architecture and the implementation of this module are described in detail in [5].

III. CONCLUSION

As an application to a developed methodology, it was created a subsystem for an automatic software generation (Fig. 1). In the beginning, a specialist in the respective subject area (not an IT-specialist) describes the task, using a graphical (UML) editor. On the next stage, an IT-specialist completes the description, assisting the software generation and the supporting documentation. To complete functionality, if necessary, it can be used external modules – the communication with them is performed in an XML-format. The frames that describe a subject area can be stored in a common database for internal machine representation of the used structures.
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