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Abstract—Change requirement traceability in object oriented software systems is one of the challenging areas in research. We know that the traces between links of different artifacts are to be automated or semi-automated in the software development life cycle (SDLC). The aim of this paper is discussing and implementing aspects of dynamically linking the artifacts such as requirements, high level design, code and test cases through the Extensible Markup Language (XML) or by dynamically generating Object Oriented (OO) metrics. Also, non-functional requirements (NFR) aspects such as stability, completeness, clarity, validity, feasibility and precision are discussed. We discuss this as a Fifth Taxonomy, which is a system vulnerability concern.
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I. INTRODUCTION

CHANGE requirement engineering is a challenging task to maintain SDLC. The standard definition of traceability, as it is a relationship between two artifacts. In spite of two types of traceability, such as upstream and downstream traceability, starting from vision documents such as features to the software requirement and to test cases and test cases to software requirements were realized as shown in Fig.1.

Fig.1 A model of upstream and downstream traceability

According to Leffingwell and Widrig [1], there are traceability matrices to trace the needs of the client from the requirements documents to the test cases, known as static traceability matrices. For high level of abstraction, the traceability matrix does not give dynamic links from the client needs to test cases. This paper discusses the implementation of the dynamic traceability matrix using XML to dynamically vary the high-level design changes with respect to change in user needs or client needs. Agile methodology is implemented for the dynamic traceability matrix which traces between the different forms of requirements that are the requirement specifications, design, implementation, and test cases. Also, this paper discusses the impact analysis of non-functional requirements such as stability, completeness, clarity, validity, feasibility and precision.

II. DEFINITIONS

In object oriented systems we can consider features like object, classes, encapsulation, polymorphism and inheritance. These are explained in brief along with the concepts of requirement, a non-functional requirement, XML, Altova XMLSpy, and XML Schemas.

A. Object

Objects can be concrete such as a file system or conceptual such as scheduling policy in a multiprocessor operating system. Objects serve the purpose of understanding the real world and decomposing a problem into objects that depend on the nature of problem. An object can be an instance of a class.

B. Classes

The object with the same data structure (attributes) and behavior (operations) are grouped into a class. The following points on classes can be noted:
1) A Class is a blueprint that unites data and properties,
2) A Class is an abstraction of the real-world entities with similar operations,
3) A Class is an implementation of ADTs and
4) A Class identifies a set of similar objects.

C. Encapsulation

Encapsulation is nothing but data hiding. Here, it keeps data and the code safe from external interference and misuse.

D. Polymorphism

In the real world, the meaning of an operation varies with context and the same operation may behave differently in different situations. Polymorphism is achieved in many ways through function overloading, operator overloading and dynamic binding.
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E. Inheritance

Inheritance allows new classes to be built from older and less specialized classes instead of being rewritten from scratch. In the real world, an object is described using inheritance. It derives general properties of an object by tracing an inheritance tree from one specific instance, upwards towards the primitive concepts at the root. The technique of building new classes from the existing classes is called inheritance.

F. Requirement

Requirement is derived directly from user depending on user needs. It may be a formally imposed document such as contract, standard or specification.

G. Non-Functional Requirement

A non-functional document can be viewed, it emphasizes on “How” an actual system “will do” rather than “what” the system “will do”. From these definitions, we conclude that NFRs have features that define which, what kind of, or how many.

H. Extensible Markup Language (XML)

XML simplifies sharing, transport, changes of platform and availability of data. XML is not dependent on software and hardware for sharing, storing and transporting of data. XML gives importance to what data does. Most XML works as expected even if data is added or removed.

I. Altova XMLSpy Interface

The XMLSpy interface is categorized into three vertical areas. These three areas contain, from left to right; 1. Project and information window; 2. Main and output window; and 3. Entry helper window.

J. XML Schema

An XML Schema describes the structure of an XML document. XML schema is to check whether it conforms to the requirements specified in the schema.

III. LITERATURE SURVEY

First, different traceability techniques study were made by Bashir et al. [2] on origin-requirement traceability, requirement-requirement traceability, requirements-other artifacts traceability, other artifacts-other artifacts traceability. Chaumun et al. [3] discusses about the (OO) system to compute the impact of changes made to classes of the system, as this approach discusses different (OO) metrics for the high level design. Glinz [4] proposes the conceptual discrepancies especially characteristics or properties, attribute, quality, constraint and performance of requirement management. Non-functional traceability analysis is not discussed in detail with reference to high level design. Kang et al. [5] develop a representation formally that represents traceability between features and requirements at platform level. Rempel et al. [6] analyzed the quality and sustainability of a projects traceability strategy, however non-functional requirement impact on change requirements are loosely coupled in the project which has been analyzed. Ali et al. [7] approach is to have informational retrieval between text documentation and source code. Here, vector space model export adding knowledge to the traceability links extracted from CVS change logs. There is no statistical significance in the precision of the traceability links for high level design. Chung et al. [8] reminds about the non-functional framework in action, acquiring domain knowledge, identifying NFRs, dealing with priorities, recovering design rational, and evaluating the impact of decision and correlations. Also, discusses the types of NFRs, accuracy requirement, security requirement, performance requirements. Lastly, operationalization methods were pointed out. Khan et al. [9] realized the model of object oriented design for analyzability for NFRs. Somerville [10] classifies NFRs schema. Here, non-functional requirements have been addressed in international standards as part of the software and systems quality initiative. Both the earlier standard and its replacement include non-functional requirements, definitions and how to measure them as part of a system endeavor. Sunil et al. [11] provides a non-functional traceability analysis for change requirements in the software specification.

A. Identification and Organization of Non-Functional Requirements

De Weck et al. [12] discuss the relationship between non-functional requirements and what they termilities. According to him, the complexity of modern systems and the scale of their deployments and the important side effects of their ubiquitous presence in the modern era provide an excellent discussion of the history associated with the expansion of the four classic systemsilities – Safety, quality, usability, and reliability.

B. Models for Non-Functional Requirements

i. Bohem’s Software Quality Initiative
ii. Rome Air Development Center Quality Model
iii. Cavano and McCall’s Model
iv. McCall’s and Masumoto’s Factor Model Tree

C. Introduction to Stability, Completeness, Clarity, Validity, Feasibility, Precision

Notational Taxonomy of NFRs for systems considers 27 NFRs as standards. The framework for the NFR Taxonomy has four concerns 1) System Design Concern, 2) System Adaptation Concern, 3) System Viability Concerns, and 4) System Sustainment Concern. However, here we are concerned about 5) System Vulnerability Concern, the fifth in the taxonomy of NFRs since stability, completeness, clarity, validity, and precision also has an impact on the requirement changes.

D. Measurement Scale for Traceability

We can construct traceability based on construct according to Adams [13], measurement attributes and an appropriate scale type. Here to evaluate traceability, it is necessary to answer the questions (yes or no) and the quality of the effort (how well) to provide traceability in the nine areas such as
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appropriate belt. The requirement is that the system shall calculate the diverter’s proper action within one second. If it fails, the package moves past the diverter. In this case the response time shall be less than one second; otherwise, the whole system will not work. However, it does not matter if this is done in 0.99 seconds or 0.5 seconds. There is no additional value in having a shorter response time. Fig. 2 shows the stability shape for this requirement. For all values less than one second the stability is one, and for all values greater than one second the stability is zero.

![Fig. 2 Stability shape](image)

### B. Completeness

Completeness is the quality or state of being without restriction, exception, or qualification or it is nothing but perfection. Fullness of the requirement changes satisfies the completeness of the quality of the project. Fig. 3 shows the characteristics of completeness of requirements.

- CMP = (NARS or NORS) – NIR
- CMP = Completeness of Requirements

- NARS or NORS = Number Of Actual Requirements or Number of Original Requirements
- NIR = Number of Incomplete Requirements

There are two cases or possibilities of Completeness of requirements:

1. Nearing to completeness of the requirements
2. Away from the completeness of the requirements

**First Case.** For example, if there are 10 Numbers of actual requirements or 10 Numbers of original requirements and 0 Number of incomplete requirements, we say that the requirement document is complete. If we take another example, 10 Numbers of original requirements and 10 Numbers of incomplete requirements then we say that the requirements are further away from completeness. If we take another example, 10 Numbers of the original requirements and 5 Numbers of incomplete requirement, then we can say that the requirements are nearing to the original requirements.

**Second Case.** For example, there are 0 Number of original requirements and 10 Numbers of incomplete requirements; we say that the requirement document is incomplete. If we take another example, 0 Number of the original requirements and 5 Numbers of incomplete requirements, then we say that the requirements are away from the completeness or total non-incomplete requirements. If we take another example, 0 Number of original requirements and 10 Numbers of incomplete requirements, then we say that the requirements is further away from the completeness or to the total non-incomplete requirements.

![Fig. 3 Characteristics of completeness of requirements](image)
C. Clarity

Clarity is the quality of being easily understood meaning there is no unclear requirements and the requirements are clearly understood.
- \( CL = NARS - NIR - UCLR \)
- \( CL = \text{Clarity of the system} \)
- \( NARS = \text{Number or Actual Requirements or Number of Original Requirements} \)
- \( NIR = \text{Number of Incomplete Requirements in the system} \)
- \( UCLR = \text{Number of Unclear Requirements} \)

D. Validity

Validity is the executed with the proper legal authority and formalities of the requirements.

E. Feasibility

Feasibility means capable of being used or dealt with successfully the requirements. If the development team does not implement then there is no value for requirements. There are many constraints for feasibility, Budget constraints, Hardware or software constraints, Staff head count, Professional experience, Schedule constraints.
- \( FR = IFR - UCLR \)
- \( FR = \text{Feasibility requirements of the system} \)
- \( UCLR = \text{Number of Unclear Requirements} \)

F. Precision

Precision means the quality of being precise: Exactness or accuracy of the requirements. Fig. 4 shows the precision of change requirements.
- \( PR = CMP + CL + FR \)
- \( PR = \text{Precision requirements of the system} \)
- \( CMP = \text{Completeness of the system} \)
- \( CL = \text{Clarity of the system} \)
- \( FR = \text{Feasibility of the system} \)

Fig. 4 Characteristics of Precision of Software Systems

VI. CONCLUSION

Here, in this work we conclude that high level design changes in software systems can be automated or semi-automated by dynamically linking the artifacts by using XML parsers that can create links between the requirement and high-level design; also, analyzed with the example of the impact of the non-function requirements such as stability, completeness, clarity, validity, and precision. It can be concluded that this fifth taxonomy for NFRs can be included as it is System Vulnerability Concern.
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