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Abstract—A procedural-animation-based approach which rapidly synthesizes the adaptive locomotion for quadruped characters that they can walk or run in any directions on an uneven terrain within a dynamic environment was proposed. We devise practical motion models of the quadruped animals for adapting to a varied terrain in a real-time manner. While synthesizing locomotion, we choose the corresponding motion models by means of the footstep prediction of the current state in the dynamic environment, adjust the key-frames of the motion models relying on the terrain’s attributes, calculate the collision-free legs’ trajectories, and interpolate the key-frames according to the legs’ trajectories. Finally, we apply dynamic time warping to each part of motion for seamlessly concatenating all desired transition motions to complete the whole locomotion. We reduce the time cost of producing the locomotion and takes virtual characters to fit in with dynamic environments no matter when the environments are changed by users.
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I. INTRODUCTION

In the past few years, people have been familiar with high diversities of 3D animated characters because of the enormous strides of computer games and entertaining animations. In particular, walking or running on an uneven 3D terrain plays an important part in dynamic environments. In this paper, we propose a procedural animation technology [1] that it can generate locomotion of the virtual quadruped characters for the purpose of adopting the locomotion of the characters to adapt to the varied dynamic environments. Concerning a basic walking motion, the proposed technology analyzes motions to obtain the important parameters, such as the step length, motion cycle, and stance time, for accomplishing the procedural animation in a dynamic environment. When a user changes the environment dynamically, the current state of the environment will be sensed immediately, and the next footsteps of a character will be predicted in advance. Once the footsteps have been decided, the procedural animation generator selects the most suitable motion model for the character to meet the confronted terrain. After the motion model has been determined, the modified motion parameters which based on the terrain are being substituted for the original one, and the generator calculates the legs’ trajectories by means of the Bezier curve. Eventually, the generator makes use of the inverse kinematics to adjust the undesirable motion to satisfy the physical constraints.

The proposed system will generate the smooth motion adapting to the dynamic environments automatically even though users alter the environments.

The development of the animation technology can be roughly classified into two parts, real-time interactive animation and realistic simulated animation. We focus on the interaction between the virtual character and the environment. In this paper, we construct the dynamic environment with the unit cubes. The unit cubes can be placed arbitrarily in the dynamic environment. Therefore, the most effective factor is the way of constructing the dynamic environment. The unit cubes which we proposed can be placed, aligned, and stacked in the dynamic environment for constructing the desired terrain. However, we cannot expect how the user places these unit cubes. We consider the possible problem of suddenly events. The user may construct complex terrain in front of the virtual character. We observe the reaction of the natural animals when they are facing the suddenly events. The natural animals will stop moving and try to understand what they are facing. After figuring out the situation, the animals start to handle the events. Hence, we let the virtual character stop acting when the user placed unit cube closing to the virtual character suddenly for reasonable reaction and calculating time of motion synthesis.

II. RELATED WORK

In this section, we survey two major parts of related methods, one is data-driven approaches, and the other is physics-based simulating approaches. Most of data-driven methods utilize a large amount of captured motion data to generate locomotion or synthesize response motions in dynamic environment. Previous data-driven approaches analyze lots of captured data with objective functions for obtaining identity of motions [2]–[4], such as posture similarity between motions; they classify those motions through the similar identity into categories. Due to above analysis, all captured motion data can be segmented into several categories with specific tags, and these data become a classified motion dataset to serve as reference motions. Subsequently, the authors apply some appropriate physical constraints or rules of dynamics to modify corresponding reference motion as the modified motions, which can fit in with the requirements of the specific situations. Ultimately, these modified motions with other needed motions to accomplish the whole desired simulation [5], [6]. Unlike the data-driven approaches, the physics-based simulation approaches set up a mass of parameters to fit in with the physical rules which stand for a motion, and then the simulation can be accomplished by adjusting the parameters well. Although physics-based simulation approaches focus on physical rules and adjusting the parameters, they also exploit captured motion data to analyze...
motion cycles for obtaining motion attributes and keytimes [7]–[10]. These extracted attributes and keytimes can be regarded as a kind of motion, and they improve the motion simulation because the physics-based simulation approaches need to adjust parameters for the main characteristic of a motion.

III. CHARACTER LOCOMOTION IN DYNAMIC ENVIRONMENTS

We combine the procedural animation with dynamic environments to increase the interactivity of animation editing.

As shown in Fig. 1, first, a user designates two terminal points in a dynamic environment; subsequently, a virtual character will travel from the starting point to the end point. Once the terminal points have been set up, the user cannot modify them anymore. When the virtual character travels in the dynamic environment, the user can place any obstacles anytime and anywhere in the dynamic environment. After the user placed an obstacle into the dynamic environment, the route of the dynamic environment and contact detection will be calculated as soon as possible. If the obstacles that the user has been placed will not influence on the progressing path of the virtual character, the current motion model does not change. Suppose that the placed obstacles block the walking path and form a contact area, we analyze the contact area and make a decision whether the character changes the path according to the new route. Therefore, the virtual character can obtain the right situation of the next motion which fits in with constrains of the dynamic environment. Moreover, the footstep prediction will be carried out when the path is decided. The footstep prediction decides to pick up either a new motion model or the origin one. Finally, we exploit the pre-defined motion model and leg trajectory to interpolate the required motion that adapts to the dynamic environment.

A. Environment Construction

We exploit the unit cube to construct the dynamic environment. The user can add the unit cube any time after setting up the terminate points for the virtual character. Each unit cube can be placed, aligned, and stacked in the dynamic environment for constructing the desired terrain. Note that there are three constrains when placing the unit cubes. The unit cube is not allowed to overlap the virtual character. That is, the unit cube cannot be placed on the current location of the virtual character. We define that aligning the unit cube is placing in a line with the unit cube on the x-z plane. Similarly, stacking the unit cube is placing a line with the unit cube along the y-axis. As shown in Fig. 2, no matter how the user places the unit cubes, a pair of adjacent cubes is full connected with one surface.

![Fig. 1 The system flowchart of the proposed approach](image1)

![Fig. 2 Unit cubes can be placed, aligned, stacked arbitrarily, but full connected for a pair of adjacent cubes](image2)

B. Path Planning

At first, there is no unit cube placed in the dynamic environment. The user can set up the starting point and ending point as the two terminate points for the virtual character. Once the terminate points are decided, we exploit the A* search algorithm, as (1), to calculate the initial path \( p(n) \) from the starting point to the ending point. The path \( p(n) \) is the sum of the movement cost \( g(n) \) from the starting point to the current point through the path, and the heuristic cost \( h(n) \), which is an estimated cost from the current point to the end point.

\[
p(n) = g(n) + h(n) \quad (1)
\]

As soon as the user adds the unit cube to the dynamic environment, we vary the weight \( w \) of the position of the unit cube, so that the cost \( c(n) \) changed with the weight, as (2).

\[
c(n)' = c(n) + w \quad (2)
\]

Because of the dynamic environment, the user can add the unit cube anywhere. It is necessary to detect whether the unit cube is on the path. This is because the path is a series of nodes, the user may add the unit cube to one or more nodes on the path. If the unit cube is located at the \( n \) node of the path, we calculate the cost distance between \( n \) and \( n-1 \). The cost distance means the height difference of two nodes of the path. For reasonable motion synthesis, the virtual character cannot get over dynamic terrain with huge height difference. Therefore, we set up a threshold to decide whether the modified path is passable or not. If the cost distance is smaller than the pre-defined threshold, the virtual character gets the corresponding motion model for
motion synthesis. Otherwise, the virtual character re-plans the path from current position to the ending points for the blocked path.

C. Footstep Prediction

Footstep prediction is a necessary section for synthesizing smooth walking motion faster in the dynamic environment. The terrain of the dynamic environment is possibly changing by the user. Therefore, the virtual character cannot know in advance about what they are facing in the dynamic environment. We exploit the footstep prediction to predict the probable footstep position. The stance time is an important time reference for making an effective footstep prediction. Before predicting the footstep, the analysis of the reference motion is needed. We can obtain the angle of rotation, step length and the duration time to obtain the angle of rotation, step length and the duration time.

We do not consider the terrain when we are predicting the foot step. That is, we predict the footstep without considering the height of the environment. The footstep prediction only concerns about where is the next footstep. When the quadruped animal needs for turning, we do not apply the footstep prediction. In general, the quadruped animals would not move forward when they are making a turn. Hence, we select the turning motion model to achieve the goal of turning, and then we apply the footstep prediction after finishing the turning phase.

D. Procedural Animation

A procedural animation is used to generate animations or motions automatically in real-time. In general, the procedural animation is created by the predefined motions and tuned to fit the restrictions. Therefore, the predefined motions are the kernel of the procedural animation. To get the suitable predefined motions, we define serial motion models for different motions. The motion model consists of the key-frames, parameters and trajectories. When creating the procedural animation, we choose the motion model corresponding to the terrain. Afterwards we modify the parameters of the key-frame for fitting the restrictions of the terrain. Finally, we synthesize the motion by interpolation with trajectories which we calculated for adapting the terrain. The footstep will be decided according to the prediction if the path is not changed. Once the footstep and motion model are decided, the leg trajectory should be calculated for avoiding collision with the terrain and interpolating. We exploit the Bezier curve, as shown in Fig. 3. Besides, we choose the first quartile point, midpoint, and third quartile point to be the control points. If the \( l(t) \) collides with the terrain, we revise the value \( t \) for avoiding the collision.

We adopt the spinal and quadruped skeleton in this research, as shown in Fig. 4. Note that the spine consists of the bones between the root and the reference point, which can form a straight line or a curve. If the skeleton the user loaded contains the other parts, like the tails, horns, wings, etc., it will not be considered for the procedural animations. Motions of these unique parts will be reserved and added to the procedural animation after synthesized. For a quadruped animal, like the bear, dog, or cat, there are four motions using in their daily life: walking, climbing, turning right or left, and turning back. According to the research of the Bionics, most of the quadruped animals follow the two gaits, the symmetrical gaits and diagonal gaits. Suppose that the quadruped animals start from the right foreleg when waking, the sequence of the symmetrical gaits is right foreleg, right rear leg, left foreleg, and left rear leg. As the same situation, the sequence of the diagonal gaits is right foreleg, left rear leg, left foreleg, right rear leg. In this work, we adopt the symmetrical gaits as the basic gaits. To build up a walking motion model, first we have to construct the motion cycle. As shown in Fig. 5, the motion cycle consists of four concentric cycles, each of cycle stands for one leg.
The quadrupedal animals would not move one leg at once when they are walking. Actually, they start to move the next leg when the current leg is going from swing phase to strike phase. Fig. 6 shows the key-frames of the walking. The walking motion model starts from the left rear leg. We parameterize the step length, step height, and the angle of swing for flexible motions. Note that the quadrupedal animals walk differently with the humans. Human’s spine will not bend for obtaining moving space. The quadrupedal animals need to bend their spine for enough moving space when they walking, turning, climbing, or downing stairs. Hence, the spine should bend when the rear leg is going to the strike phase, then lease the spine and move forward when the rear leg is going to the stance phase. For walking motion model, we fix the reference point first. We move the root forward and bend the spine followed the y-axis for creating the moving space. After that, we fix the root, move the reference point forward, and gradual change the spine from curve to straight line.

The quadruped animal is different from the human being when they are passing through a unit cube. Fig. 7 shows the key-frames of the climbing.

For the beginning, the quadruped animals bend their spine for creating moving space with the same method of walking motion model (Fig. 7(a)). After obtaining enough moving space, we set the root as a fixed point and rotate the spine with an angle Θ along the y-axis. Since we rotate the spine, the two forelegs will be lifted up deservedly. Then we gradual change the spine from high-curvature curve to low-curvature curve and place the two forelegs (including the knees of forelegs) onto the unit cube (Fig. 7(b)). After that, we move the rear legs forward for closing the unit cube. At the same time, we fix the foot of forelegs, lift up the knee of forelegs, and change the spine into a straight line (Fig. 7(c)). So far, the quadrupedal animal is almost upping the unit cube. At last, we modify the step height of the rear legs to fit the height of unit cube (Fig. 7(d) and (e)), and let the quadruped animal walk on the unit cube with the walking motion (Fig. 7(f)). When the quadruped animal turns right or left, they will move the foot of the turning side first. That is, the quadruped animal will move right foreleg first when they turning right. Fig. 8 shows the key-frames of turning right. First, the foreleg \( L_1 \) of the desired direction moves to the desired direction side (Fig. 8(a)). Second, we bend the spine along the opposite direction of the desired direction, move the other foreleg \( L_2 \) across the foreleg \( L_1 \) from the outer side, and rotate the ankle toward the desired direction (Fig. 8(b)). After that, we move the foreleg \( L_1 \) to the appropriate position and adjust to the nature pose of two forelegs (Fig. 8(c)). Note that we change the spine from the curve to the straight line when moving the foreleg \( L_1 \) (Fig. 8(d)). At last, we rotate the root to the desired direction, move the outer rear leg for reverting the original stance pose (Fig. 8(e)), and rotate ankle of the inner rear leg toward the desired direction (Fig. 8(f)).
IV. EXPERIMENT RESULTS

In this section, we experiment on the proposed method for showing the implementation results of interacting with a meshed leopard in a dynamic environment. We develop the proposed method with C# language, and employ the Unity 3D Game Development Tool for constructing the whole system. In our system, we demonstrate the 3D model of a leopard in Fig. 9. Users can change the terrain with the defined obstacles. Furthermore, users can also verify the parameters for generating different motions with the defined motion model. As shown in fig. 10, once the parameters and two terminal points have been defined for the quadruped character, the proposed system will calculate an appropriate path from one terminal point to another one. No matter whether the quadruped character is moving around in the dynamic environment or not, users can place the obstacles anywhere except on the quadruped character.

We demonstrate the four types of locomotion proposed in this paper. Fig. 11 shows the walking motion on an obstacle-free terrain. Users can adjust step length and step height before simulation starts.

In Fig. 12 and Fig. 13, we demonstrate the climbing up and down motion with a single obstacle. In our system, the climbing motion will be performed when the quadruped character meets obstacles and movement cost is under the threshold.

Fig. 8 The key-frames of the turning motion model

Fig. 9 We take a leopard with mesh as an example for quadrupeds in our system

Fig. 10 The right part of this figure is the parameter setting interface, and left part shows the whole view

Fig. 11 Walking motion displays in an obstacle-free environment.

Fig. 12 Climbing motion displays with an obstacle. In this figure, the leopard climbs an obstacle
Fig. 13 Jumping down motion only occurs when the height of the next step is lower the current one

In Fig. 14, we show the turning motion when the leopard cannot cross over an obstacle. The turning motion will be taken unless the movement cost greater than current threshold.

In this paper, we exploit the procedural animation technology to generate the locomotion of the character in the dynamic environment. We define the motion models on the basis of the observations. By adjusting the parameter of the key-frames or the unit cube, it can lead to another different result of the synthesized motion. The terrain of the environment can be constructed dynamically and arbitrarily with the unit cubes.

We plan to define more motion models to deal with complex terrains. In this paper, we construct the dynamic environment with the unit cubes. The variations of the dynamic environment are limited with the unit cube. Besides, we choose the terrestrial animals as the model for whole motion models. We will choose the aquatic animals or the flying animals as the model for enrich the motion models. In addition, we calculate the walking path the Manhattan distance. That is, the virtual character walks in the dynamic environment with only six directions: front, back, left, right, up, and down. If we adopt the Euclid distance for calculating the path, the virtual character can walk with ten directions. However, the balance of the virtual character and the footholds should be concern when it goes through the diagonal path.

V. CONCLUSION AND FUTURE WORKS
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