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Abstract—Devices in a pervasive computing system (PCS) are characterized by their context-awareness. It permits them to provide proactively adapted services to the user and applications. To do so, context must be well understood and modeled in an appropriate form which enhances its sharing between devices and provide a high level of abstraction. The most interesting methods for modeling context are those based on ontology however the majority of the proposed methods fail in proposing a generic ontology for context which limit their usability and keep them specific to a particular domain. The adaptation task must be done automatically and without an explicit intervention of the user. Devices of a PCS must acquire some intelligence which permits them to sense the current context and trigger the appropriate service or provide a service in a better suitable form. In this paper we will propose a generic service ontology for context modeling and a context-aware service adaptation based on a service oriented definition of context.
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I. INTRODUCTION

In a PCS a set of smart devices communicate and collaborate together in order to provide adapted services to the user and applications, and help the former in his everyday life tasks by making the use, management and manipulation of such devices more easier. In order to provide a good adapted services, devices in a PCS must be context-aware (sensitive to the global context) which requires a good understanding and use of context. From this appears the importance of the concept of context and its description (modeling or representation) in the development of a pervasive computing application. The first task of designing a pervasive computing application consists of understanding context, establishing its components and modeling it in a precise and concise manner. This will enhance a better usability, more flexible share between devices and ease the adaptation task.

Many methods were proposed for context modeling having particularities related to the techniques used, and the most interesting ones are those based on ontology. But they still suffer from the problem of being specific and not generic which keep their use limited to some particular applications. The use of ontology to model contextual information has many advantages compared to other methods. It is considered as a promising tool for the future of context-aware systems in particular and PCS in general. In this paper, we propose a service ontology for context-aware devices that allows a good modeling of context in a PCS and which is enough generic to be used for several kind of devices and applications.

To adapt provided services, devices must be context-aware, which requires a good understanding and use of context. The adaptation task must be done accordingly to this context. Mainly there are three domains of adaptation: a) content adaptation, b) adaptation of behavior (services) and c) presentation (or interface) adaptation. We will restrict our adaptation approach to context-aware services adaptation. The need of services adaptation has been long recognized [1, 2, 3, 4, 5, 6, 7, 8, 9], and both manual and automatic approaches to service adaptation have been proposed. Generally the adaptation task consists of specifying for each service a set of rules for the possible contextual configurations and associates each rule to a kind of service. The developer has to predict before the operation of the system the set of rules relative to each service and associate it to each context configuration. The common problem of the proposed approach is how to determine and limit the set of possible context configurations which consists of specifying the set of context elements for each service and the set of meaningful context configurations. This permits to cover all possible running time contextual configurations and enhances the dynamic adaptation. Our aim is to propose an approach to context-aware services adaptation which takes into account these two aspects. This will be done by using a service oriented definition of context which is enough abstract and helps a lot to limit the set of contextual information and a learning machine approach to predict all possible and meaningful context configurations.

This paper is organized as follows, in section 2 we briefly introduce context and context-awareness in PCS. In section 3 we present methods used for context modeling. We focus in the ones based on ontology and show their weakness. In
section 4 we present our approach to model contextual information by using simple service ontology. In section 5 we detailed our approach for context-aware services adaptation. In section 6 we present an application scenario and a realization to make clear our approach of both modeling and service adaptation. The last section consists of a conclusion and future work.

II. CONTEXT AND CONTEXT-AWARENESS

The context is some information needed to interpret something but this definition is very general and does not permit a good understanding and is useless for computing [10]. Many researchers have proposed several definitions of context. Some of them were based on enumerating contextual information (localization, nearby people, time, date, etc...) like those proposed in [11,12,13]. Others were based on providing more formal definitions in order to abstract the term like the one proposed by Dey [14]. Most of these definitions were specific to a particular domain such as human-computer interaction and localization systems. In our previous work [15] we have proposed a service oriented definition of context for a PCS. The definition was based on the concept of service because such one plays a crucial role in the operation of a PCS. The main objective of a PCS is to proactively provide adapted services according to the global context. Service operation can be done in two ways: a) automatic triggering of a service according to the context or b) changing the quality (form) of a provided service according to the context because one or more of contextual information has or have changed its or their value(s). They have defined context in a PCS environment as follows: “Any information that trigger a service or change the quality of a service if its value changes”. This definition is enough abstract and limits the set of contextual information. Figure 1 shows the components of a PCS and the information that cause the adaptation which considered as part of the global context.

One important characteristic of a PCS environment is its high dynamic changes caused by the mobility. In order to better help the user in his tasks, devices must be a) more autonomic, demanding a minimum intervention from the user and b) context-aware to adapt provided services according to the global context. These capabilities are called context-awareness. In the same way and based on the concept of service they have introduced the following definition of context-awareness: “A system is said to be context-aware if it can change automatically the quality of its services or provide a service as a response to the change in the value of an information or set of information that characterize those services”. Not like other definition of context-awareness [10,16,17,23] this definition explains awareness as a reaction of the system to modifications of information values in term of triggering a service or changing its form whatever the kind of application (more generic).

Context-awareness requires that contextual information be collected and presented to the adaptation application. Because of the diversity, the heterogeneity and the quality of these information, it is suggested to classify them in order to make the adaptation operation easier. Several categorizations were proposed, most of them made a classification in two categories like [14,10,18,19] others have made a classification to several categories like [11]. We have made [15] a classification in two categories that seems to us more expressive and helpful: a) trigger information whose change in value causes automatic release of a service and b) form changing information whose change in value causes the changing of a service’s form. This categorization is simple because it has just two classes and complete because it covers all aspects of context.

Fig. 1 Components of a pervasive system: The change in value of xi will trigger service1. The change in value of yj will change the form of service.

III. CONTEXT MODELING

Context modeling is a fundamental step for every adaptation application and the development of context-aware systems. It consists of the analyze and design of contextual information contained in the system in an abstract form on the level of data structure as well as the semantic level. Several approaches were proposed for the representation of context. A survey made by Strang et al. [21] contains an interesting comparative study of different modeling methods. They conclude that ontology makes the best description of context compared to the surveyed methods because it provides a good sharing of information with common semantics. A detailed discussion of these methods is out of the scope of this paper but the authors distinguished basically the following models for context representation: a) Key-value models, b) Mark-up scheme models, c) Graphical models, d) Object oriented models, e) Logic based models, and f) Ontology based models.

Problems: Key-value model is easy to manipulate but it is not convenient for complicated structure and does not permit a good reasoning on context. It is also specific to localization applications. Mark-up scheme models are most of the time specific to a particular field and are limited to some aspects of context (localization, environment...). Graphical models are simple but less formal than the other methods. Object oriented models require low level execution agreements between applications to ensure interoperability. They are not adapted for knowledge sharing in open and dynamic environments. Logic based models are often based on a centralized context management, a solution which is not adapted to the principle
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of context distribution in a PCS. The relations between continuous data cannot be easily described. The ontology seems to be the most suitable tool for context modeling.

IV. ONTOLOGY-BASED MODELING

Ontology is a set of structured concepts that are organized in a graph where relations can be either semantic relations or composition and heritage relations. The main objective of ontology is to model the set of knowledge of a given domain. This means to choose a manner for describing domain information in a form comprehensible by computers. It provides a representative vocabulary for a given domain and permits a consistent interpretation of data. Ontology is a powerful tool for knowledge sharing. It permits the structuring of concepts and properties as well as classes and attributes did in object oriented model. For a specific domain there are many correct ontologies not just one; it depends on the understanding of such domain by the ontology designer and his point of view on the domain. OWL (Ontology Web Language) language is a recent recommendation of W3C (The World Wide Web Consortium) which permits to describe ontologies based on RDF (Resource Description Framework) scheme. The advantages of ontology are: a) enhance data sharing by eliminating sources of ambiguities (the same meaning for a given concept) and b) the possibility of making logic reasoning easily by using a related descriptive logic (deduce implicit facts of context).

A. Related work

Applications in a pervasive and ubiquitous environment require that ontology provides knowledge sharing, reasoning on context and interoperability in such environment. This was the aim of SOUPA (standard ontology for ubiquitous and pervasive applications) [22], SOUPA is composed of two sets of ontologies: SOUPA core ontologies and SOUPA extension ontologies. Core ontologies try to define a generic vocabulary which is universal for different pervasive computing applications. Extension ontologies (extended from SOUPA core ontologies) define additional ontologies to support specific kind of applications and provide examples for extending future ontologies. Several terms used by SOUPA are mapped to stronger ontologies terms by using ontology mapping constructs OWL standard (owl:equivalentClass and owl: equivalentProperty). Ontologies referenced by SOUPA are (but not limited to) friend-of-friend (FOAF) ontology, spatial ontology (OpenCyc), COBRA-ONT, etc…

CONON [23] is a context ontology coded in OWL for modeling context in pervasive environment and support context reasoning. CONON provides an upper context ontology that sense general concepts of basic context and provides also the extension of add ontologies specific to a particular domain in a hierarchical manner. The authors have judged that the localization, user, activity and computer entities (devices) are the basic elements of context that compose the ontology (the upper one).

CoBrA (context broker agent) [24] is an architecture to support the development of context-aware systems in an intelligent space (smart house, smart car, etc…). In CoBrA where defined ontologies collections called COBRA-ONT for modeling contextual information in such intelligent spaces. COBRA-ONT are expressed with OWL which defines typical concepts associated with places, agents and events. Ontology plays a crucial role in CoBrA, it helps the context broker (server) to share contextual information with other agents and permit him to make context reasoning. The ontology is categorized in four classes: 1) physical place ontology, 2) agent (human or software) ontology, 3) agent localization agent ontology, 4) agent activity context ontology.

CoOL (context ontology language) [25] is a context modeling approach which uses ontology as formal foundation and the ASC (Aspect-Scale-Context) context model. CoOL context model permits context-awareness and context interoperability during services discovery in a distributed architecture. In CoOL contextual information that characterizes the content of other contextual information is called a meta-information or upper contextual information which expresses the quality of low contextual information.

SOCAM (Service-Oriented Context-Aware Middleware) [26] is an architecture for the building and rapid prototyping of context-aware services in intelligent environment. The context ontologies are divided into upper ontology which captures general context knowledge about the physical world and composed of: computational entity, location, user and activity. The domain-specific ontologies which are a collection of low-level ontologies that defines the details of general concepts and their properties in each sub-domain. We have presented only the methods which seem to us the most interesting ones but many other approaches of context modeling based on ontology were proposed.

Problems: most of proposed ontologies do not offer a complete description of contextual information. In order to propose more extensible and reusable ontologies, they suggest the use of two categories of ontologies. One composed of basic ontology concepts and the other is adapted according to the application domain. However, the basic ontology concepts must be used even when they are useless in the application. The core ontology (basic) differs from one method to another and its basic classes depend on the definition of context adopted by authors. The extension ontology (domain-specific) needs an extra effort from the developer to make the adaptation to a specific application. The proposed models fail in presenting a generic ontology for context which cover all aspect of context and may contain useless ontologies when used in a particular application (example: location ontology is useless in a context-aware system operating in local area), this will limit their usability and extensibility. We think that this is a common problem in all ontologies, however for context modeling the problem of genericity is strongly related to the definition of context: “more generic definition implies more generic ontology”.

Our aim is to propose a service ontology that covers all aspects of context in a PCS (enough generic) and easy to use what ever the application without an extra effort for adaptation.

B. Service ontology

In order to build a PCS, devices must be context-aware, this permit devices to provide adapted services for both user and
applications according to the global context. Context model should provide a common understanding of contextual information between devices in order to enable a good context sharing between them in a pervasive computing environment. A generic ontology must not be based on predefined aspects of context to enhance its usability and extensibility because these aspects vary from one application to another depending on the domain. Context ontology should be able to capture only the necessary contextual information needed to service adaptation and not all information which can contain useless contextual information. Every device in a PCS provides some services and the main goal is to adapt these services according to the global context, either by triggering them automatically depending on the current context or to change the form of the service knowing that every service has some forms (for example the service of indication of incoming calls for a cellular phone can be provided through different forms: ring tones, vibrator, silent, ring tones with vibrator, etc.). We have proposed [15] a service oriented definition of context (see section 2) which seems to us enough generic and limit the set of contextual information to perform the adaptation task. Based on this definition and the concept of service which plays a crucial role in a PCS, we will propose service ontology for modeling contextual information. The context ontology should contain only the basic elements which are common to any PCS. Our design approach is based on the following general idea of a PCS: a device provides some services in several forms. It contains some sensors attached to it which will gather with others sensors of the PCS a set of contextual information. These contextual information will either trigger a service or change the form of the service according to the current form. This leads us to design ontology composed of five classes: a) Device, b) Sensor, c) Service, d) Form and e) Context.

Device

The basic element of the PCS, it provides services to the user and may contain some sensors to collect contextual information. Each device has its own characteristics and capabilities depending on its usage (examples: desktop computer (CPU frequency, memory, hard disk capacity…), cellular phone (battery level, graphical resolution, size, memory …)). Devices in a PCS should be able to communicate with each other in order to exchange contextual information to make the necessary service adaptation.

Sensor

Can be attached (integrated) to a device or not. It is an important source of contextual information since it permits to gather many kinds of contextual information (light, temperature, location, time …). A device may contain many types of sensors.

Service

It is provided by a device to the user or applications. Each service has some functionality and can be provided in several forms. A service has a set of triggering information which permits to start it when such information takes some specific values. A service has also some characteristics like duration, input, output …etc.

Form

It is the manner of providing a service or the quality of a service. Each form of a specific service has its own characteristics (media used, modality used …). For every form of a service there is a set of changing information which permits to change from one form of a service to another when such information takes some specific values.

Context

A set of information gathered by sensors of the PCS that specifies the current situation which regroup information and events happened in the PCS. There are two categories of contextual information: a) service triggering information which the changes of their values trigger a service and b) form changing information which the change of their values changes the form of a service depending on the current form. Figure 2 shows the classes of our ontology and relations between them.

Depending on the device used, we can enumerate the set of services that can be provided by this device as well as the forms of each service. In the same manner we can enumerate for each service the set of information that triggers it if their values change and for each form of that service the set of information that permits to change it from one form to another if their values changes. Such information will make part of the context. Only this kind of information will be contained in the class context.

![Fig. 2 Classes of the service ontology](image)

Relations between these classes will exist whatever the type of device. This permit to affirm that this ontology is enough generic and there is no need to define basic and extension or domain-specific context concepts because this varies depending on the application. But it is very easy to determine and limit the set of contextual information by using our
previous definition of context [15].
To make clear the usability and the employability of our ontology, we will present further in this paper an application scenario.
One major advantage of ontology-based context modeling resides in the possibility to carry out logical reasoning. It permits to deduce relevant new contextual information that can not be explicitly provided by sensors of the PCS. Ontology reasoning permit to do three main tasks: a) check context inconsistency and conflicts caused by imperfect sensing of contextual information, b) check whether concepts are non contradictory and c) find subsumption relationships between classes and instances (for instance a user located in his bathroom means his located at home too, because his bathroom is a part of his home). There are many automated tools for ontology reasoning, in our work we have used the pellet [27, 28] ontology reasoner to check the consistency of our ontology and infer new implicit context information.

V. CONTEXT-AWARE SERVICE ADAPTION
A PCS is composed of a set of devices communicating together in order to provide proactively adapted services to user and applications. Each device of the PCS provides several services and each one has several forms over which it can be provided. A service or a form of service is provided when a context configuration occurs. The context-aware adaptation consists of mapping a context configuration to a service or a form of a service. For simplification reasons we will restrict our approach to a single device with several services and several forms for each service, the same approach can be applied for all devices of the PCS. The approach consists of the following steps.

A. Determine Context Components
For each device of the PCS and using the previous service oriented definition of context [15], specify for each service the set of information which if their values change trigger the service. In the same manner, specify the set of information which if their values change, the form of service change too. These two kinds of information will compose the global context.

B. Determine Context Configurations
For each context element, specify the set of possible values (for instance light level (high, low), localization (at home, at university, outside university …)). Depending on the number of context elements (suppose equal to N), we will get N vectors of different sizes. The following task consists of enumerating all possible configurations of context. This process will provide vectors of size N containing all possible values of context elements. This task can be done automatically by using a simple algorithm which generates all possible configurations from context element vectors. Figure 3 illustrate elements of context with different values and possible context configurations.

![Context elements with different values](image)

The total number of possible context configurations for context elements of figure 3 is given by this formula:

\[
\text{Max} = \prod_{i=1}^{N} \text{Max}_i
\]

\[
\begin{align*}
\text{CC1 (Value 1 (E1), Value 1 (E2) … Value 1 (EN))} \\
\cdots \\
\text{CCMax (Value i (E1), Value j (E2) … Value k (EN))}
\end{align*}
\]

E: context element
CC: context configuration
Max: total number of possible context configurations

Each context configuration can be interpreted as a conjunction of different values of context elements.
The set of vectors of context configurations may include some meaningless context configurations. For instance suppose we have a context configuration composed of three elements: network connection (on/off), localization (place1, place2, place3, place4) and connection speed (high, low). The context configuration may contain the following configurations:

\[
\begin{align*}
\text{CC1 (on, place1, high)} \\
\text{CC2 (on, place2, low)} \\
\text{CC3 (off, place3, high)} \\
\text{CC4 (off, place4, low)}
\end{align*}
\]

CC3 and CC4 are nonsense because if the network connection is off we can not speak about connection speed. We need some procedures to eliminate such nonsense context configuration.

C. Simplification
A context configuration is a conjunction of context elements values: Value i (E1) and Value j (E2) and … and Value k (EN). To eliminate one context configuration we need some contradictory rules composed of at least two
contradictory values of two context elements. The procedure will take these rules one by one and then browse all context configurations and eliminate each one that contains the elements of the contradictory rule. For instance in the above example of a context composed of network connection, localization and connection speed, we can choose as contradictory rules:

(Network connection, localization, connection speed)

1- (off, ?, High)
2- (off, ?, low)

? Means whatever the value

So context configurations CC3 and CC4 will be eliminated from the set of possible context configurations. This step contains two tasks, the first one must be done by the developer to determine the set of contradictory rules and the second one can be performed automatically using a simple search algorithm.

D. Learning and Mapping

This step consists of mapping each context configuration to the appropriate service form i.e. depending on the values of context elements, the service will be provided in a specific form. This task will be done for each service and for each device of the PCS.

For each service of a PCS’s device, construct the set of context configurations that permit to change the form of the service when that context configuration occurs. This set of context configurations will serve as a training set to a supervised learning algorithm. The trained model will then predict for each context configuration (section 5.3) the form of service over which it will be provided.

Because of the limited resources of devices in a PCS (battery charge, processing, memory …), the training process will be performed off line and the result of training will be saved in the device’s memory before its operation in the PCS.

VI. APPLICATION SCENARIO AND REALIZATION

In this scenario, the device is a cellular phone and we will show the steps to follow in order to model the context for a particular service as well as the service adaptation. The same steps can be followed for all other services.

In the general case the modeling process starts (step 1) by specifying for each device of the PCS the set of services that can provide. In our scenario, we will take as example of service provided by a cellular phone, the indication of incoming calls (modeling of contextual information for one device and a particular service).

The second step of the modeling process consists of specifying for each service the set of forms in which the service can be provided. In our case and in the default state, the cellular phone indicates incoming calls by using ring tones (default form) but for one or another reason it can indicates incoming calls in other forms as follows:

- ●Vibrator: when the user (we assume that he is a student) is at the university and either in the library (to avoid bothering other students and respect directives) or at the classroom (the hours of study are sensed from the study calendar of the student which we assume it is saved in the cellular phone).
- ●Ring tone with vibrator: when the user is in a noisy place, this form will be used to attract user’s attention.
- ●Silent: when the user is sleeping (we assume that the user usually sleeps from 00 AM to 08 AM and his environment is dark with low noise).

In a PCS, devices have limited resources in particular battery charge. For this reason, if this one is low, the service (call indication) will be provided in the silent form whatever the convenient form. This is done to avoid emptying the battery and keep the cellular phone in operation as long as possible. Figure 4 shows the transition diagram of forms for call indications.

![Fig. 4 Transition diagram of the application scenario](image-url)

The third step of the modeling process consists of specifying for each service the set of information which their change of values will trigger the service and the set of information which their change of values will change the form of a service. This information will compose the global context of this scenario. It is clear that our method helps to limit contextual information to only those related to the application and does not contain useless information. We have done this explicitly at the time of defining the forms of the service (indication of incoming calls) in the second step. Table 1 shows the result of the three steps.
The last step consists representing the ontology graph of the

### Table 1: Result of Step 1, 2 and 3 of the Modeling Process (Contextual Information in Gray)

<table>
<thead>
<tr>
<th>Device</th>
<th>Service</th>
<th>Triggering information</th>
<th>Form changing information</th>
<th>Form</th>
</tr>
</thead>
<tbody>
<tr>
<td>Cellular phone</td>
<td>Incoming calls indication</td>
<td>Charge level = Low</td>
<td>Silent</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Current form = ring</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>tone</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Current form = ring</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>tone with vibrator</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Location = university</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Location = library</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Current form = ring</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>tone</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Noise level = High</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Location = outside university</td>
<td>Ring tone with vibrator</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Light level = Low</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Time = 00 AM to 08 AM</td>
<td>Silent</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Location = home</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Current form = ring</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>tone</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Location = university</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Time = class hours</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Current form = ring</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>tone</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Charge level = High</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Time = 08 AM to 00 AM</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Current form = silent</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Location = outside university</td>
<td>Ring tone with vibrator</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Current form = ring</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>tone with vibrator</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Noise level = Low</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Current form = ring</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>tone with vibrator</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

service indication of incoming calls according to the service ontology presented in section 4.2 (figure 2) and then translate this graph in an OWL file coded in XML after checking its consistency.

It is clear that our method helps to limit contextual information to only those related to the application and does not contain useless information and permit a good knowledge sharing between devices in a PCS. Figure 5 shows the ontology components of the application scenario.

We have used PROTEGE 3.4 beta to implement the ontology of this scenario and in the end we have obtained an OWL file coded in XML which presents the strong characteristic of portability and enhance the knowledge sharing of contextual information between devices that compose a PCS.

The process of adaptation consists in the first step of collecting the set of information that change the forms of the service (incoming calls indication) if their values change as follow:

- Localization,
- Time,
- Noise level,
- Light level and
- Battery charge level

This information will compose the global context of this scenario.

The second step consists of specifying for each context element the set of its possible values as follows:

- Localization (Classroom, library, home, outside university)
- Time (Sleeping hours, class hours, free hours)
- Noise level (High noise, low noise)
- Light level (High light, low light)
- Battery charge level (High Charge, low Charge)

Of course some values of these context elements need preliminary interpretation like the time value sleeping hours which will be deduced when the hour is between 00AM and 08AM or noise, light and battery charge level if they are under a threshold they will be assumed to be low and high otherwise.

The third step consists of generating all possible context configurations based on different values of context elements. In our case there are ninety six (96) possible context configurations each of them is composed of five elements.

The next step consists of specifying the contradictory rules to eliminate meaningless context configurations. In our scenario we can put the following rules:

- At sleeping hours the localization can not be the classroom or the library, so we must eliminate all context configurations containing both of these couples (Classroom, sleeping hours) and (library, sleeping hours).
- At free hours the localization can not be the classroom, so we must eliminate all context configurations containing couple (Classroom, free hours)

After applying the simplification procedure there will remain seventy two (72) possible context configurations.

The next step consists of determining the set of context configurations that permit to change the form of the service when that context configuration occurs which will serve as a training set to a supervised learning algorithm. In our scenario this set is composed of the following context configurations:

- ? . . . LowCharge >> Silent
- Classroom, ? . . . HighCharge >> Vibrator
- LearningRoom, ? . . . HighCharge >> Vibrator
- Home, SleepingHours, LowNoise, LowLight, ? >> Silent

? Means whatever the value
Legend:  
- individual  
- data type value  
- Triggering information  
- Form changing information  

Fig. 5 Ontology components of the application scenario
The last step consists of using the trained model to predict the forms of all possible context configurations after the step of simplification. For the implementation of the application scenario, we have used the Java 1.5 platform and one of the most famous and interesting learning algorithm: the multilayer perceptions neural network with the following architecture and characteristics as shown in table 2.

**Table II Architecture and characteristics of the used neural network**

<table>
<thead>
<tr>
<th>Legend</th>
<th>Characteristics</th>
</tr>
</thead>
<tbody>
<tr>
<td>Input</td>
<td>Five neurons, one for each context element {localization, time, noise level, light level, battery charge level}</td>
</tr>
<tr>
<td>Output</td>
<td>Four neurons, one for each service form (class) {silent, ring tone, vibrator, ring tone with vibrator}</td>
</tr>
<tr>
<td>Hidden layers</td>
<td>3 hidden layers</td>
</tr>
<tr>
<td>Activation function</td>
<td>Sigmoid function</td>
</tr>
<tr>
<td>Learning algorithm</td>
<td>Back propagation supervised training</td>
</tr>
<tr>
<td>Learning rate</td>
<td>0.7</td>
</tr>
<tr>
<td>Momentum</td>
<td>0.3</td>
</tr>
<tr>
<td>Training set</td>
<td>10</td>
</tr>
<tr>
<td>Test and validation set</td>
<td>72</td>
</tr>
<tr>
<td>Training time</td>
<td>1000</td>
</tr>
<tr>
<td>Time to build model</td>
<td>0.61 seconds</td>
</tr>
<tr>
<td>Mean absolute error</td>
<td>0.0129</td>
</tr>
</tbody>
</table>

After running our program, we have made a manual verification of the predicted outputs and we have remarked that among the seventy two possible configurations there was only one error in the predicted form of service (class). The following context configuration (home, sleeping hours, low noise, low light, high charge) outputs ring tones as form of service instead of silent (the right form). This low rate of error permits to affirm that our approach gives good results for context-aware service adaptation.

**VII. Conclusion and Future Work**

The main goal of pervasive computing system is to provide proactively adapted services to user and applications. The adaptation task must be context-aware which needs a good understanding and more precisely a good mechanism for context modeling that permit a consistent description and enhances context sharing between devices. Ontology-based modeling seems the most powerful tool for such task. But most of the proposed approaches fail to present a generic ontology of context for context-aware devices. Several approaches were proposed for dynamic services adaptation most of them use the same strategy which consists of specifying for each service a set of rules and associate them to each possible context. The inconvenience of such approaches is their weak specification of context elements which has a great influence on the adaptation task. In this paper we have proposed a generic ontology for context modeling based on the concept of service which plays an important part in the operation of a PCS. Our ontology is enough generic to be used for context modeling of any device to make it context-aware. We have proposed also an approach for context-aware services adaptation based on the same definition of context to better specify context elements and a learning mechanism to better mapping each context configuration to the appropriate service or form of service. Our future work consists of using fuzzy values for context elements in order to be more accurate in specifying context configurations.
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