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Abstract—Unified Modeling Language (UML) extensions for real time embedded systems (RTES) co-design, are taking a growing interest by a great number of industrial and research communities. The extension mechanism is provided by UML profiles for RTES. It aims at improving an easily-understood method of system design for non-experts. On the other hand, one of the key items of the co-design methods is the Hardware/Software partitioning and scheduling tasks. Indeed, it is mandatory to define where and when tasks are implemented and run. Unfortunately the main goals of co-design are not included in the usual practice of UML profiles. So, there exists a need for mapping used models to an execution platform for both schedulability test and HW/SW partitioning.

In the present work, test schedulability and design space exploration are performed at an early stage. The proposed approach adopts Model Driven Engineering MDE. It starts from UML specification annotated with the recent profile for the Modeling and Analysis of Real Time Embedded systems MARTE. Following refinement strategy, transformation rules allow to find a feasible schedule that satisfies timing constraints and to define where tasks will be implemented. The overall approach is experimented for the design of a football player robot application.
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I. INTRODUCTION

The design and the implementation of real time embedded systems is a difficult engineering task. It requires the verification of system properties particularly real time and precedence constraints. The goal of the design phase is also to map the given system specification to hardware and software architecture. Indeed, it has always been a challenge. Thus, standards to facilitate the checking of system properties at a preliminary stage are progressing well based on different abstraction layers.

During the last decade, the modeling and simulation of such systems are tackled with model driven engineering (MDE) approach. In this context, UML profiles aim at being an adequate solution to support the whole life cycle co-design of complex Embedded Real Time System ERTS with their real time constraints and performance issues. They have been adopted for representing different system views with their functional and non-functional properties. It is true that system design with UML profiles has become an improved and an easily-understood method for non-experts, but two key items of co-design method which are the schedulability test and the HW/SW (Hardware/Software) partitioning are not totally covered with UML extensions.

Since the main goals of co-design are not included in the usual practice of UML profiles, there exists a need of mapping used models to the model execution platform for both schedulability test and HW/SW partitioning. From UML views, the automatic extraction of tools input for these validation platforms are probably the best studied model simulation paradigms. Among all of them, we bet on Real Time Design Trotter (RTDT) [19] tool due to its special sufficiency to support the Quality of Services QoS, its probabilistic approach for schedulability analysis of fixed priority, and its generic design space exploration.

The main contribution of this work consists in proposing an MDE approach to the derivation of both HW/SW partitioning models and scheduling analysis models from UML/MARTE [10] models. Indeed, the main goals are the simulation of UML models via the automatic generation of the RTDT input tool. For the suggested models, the real time application is specified through a class diagram which includes the stereotypes related to scheduling aspects; Hardware and Software implementation. Then, architecture and application models are extracted automatically. Using transformation issues, RTDT can check if given tasks are schedulable or not and can generate an optimal architecture on which their tasks will be executed.

The remainder of this paper is organized as follows. Section 2 provides a discussion about related work. The proposed design methodology is described in section three, in which the used Meta Models and the transformation process are introduced. Section 4 is devoted to the illustration of the applicability of the proposed approach through a case study. Finally, a summary and future works are given.

II. RELATED WORK

UML refinement by means of extensions, stereotypes and tagged values are used to reduce the complexity of system development. Thus, UML profiles represent a viable solution to increase their complexity. Besides, a great deal of reported research and contributions to the paradigm UML for ERTS have been proposed in the literature. In this work, our study is particularly focused on methods based on MDE for test schedulability or HW/SW partitioning. Therefore, neither these two basic co-design concepts nor UML profiles will be surveyed in this paper. More details about them can be found in [21], [17] and [2].

Bocchio et al. present a model driven co-design flow [16] that starts with a visual UML model for system specification and generate full implementations of the SW and HW components as well as their communication. In the proposal,
a generic hardware platform for the hardware architecture is selected and then the mapping of the software components on the given physical platform is carried out. However, this neither guarantees an optimal architecture nor determines the predictability of the system.

Another work [7] exploits transformation rules to derive real time schedulability models from UML profile for schedulability, performance and time SPT by proposing a Meta model for schedulability analysis technique. Nevertheless, the target Meta model does not have the ability to calculate the response time and utilization factor of the processor. The target Meta model does not decide on the feasibility of task scheduling.

There are also works based on Petri formalism as target models, like that of [14] translating a subset of UML diagrams (for example Statecharts and Activity diagrams) into stochastic Petri nets to carry out a performance model representing the whole system via transformation rules. Likewise the authors of [11] and [3] propose a mapping of the UML models into the performance model to formalize and analyze quantitative aspects of the system. However, these works remain a solution for performance and timing analysis and cannot confirm the schedulability of system but a dedicated Petri Net or its extension to cover this gap as in [20].

In [11], the authors provide a scheduling analysis tool based on MARTE profile. With a palette extension, user can create easily scheduling analysis views. In spite of their valuable contributions, there is a need for a tool that gives predictions or verifications concerning the timing behaviour. That is why they are developing an eclipse plug-in which translates information from the scheduling analysis view into the Meta model of SymTA/S [13] automatically. In this context, further research is in progress. Each one aims at transforming UML/MARTE model into scheduling analysis tool such as [12], [6] and [18]. Another contribution consists in mapping UML models to a tool for HW/SW partitioning like [4].

Our approach differs from the aforementioned one in the sense that it integrates in the same environment the specification of an application with recent UML profile MARTE adopted by the Object Management Group OMG, the schedulability test of given tasks and where they will be implemented. In addition, it includes their dependency, QoS metrics, power cost, area cost and probabilistic assumptions, so that scheduling analysis and HW/SW partitioning become feasible in an easier and more flexible way. The applicability of this new proposal is based on the model driven engineering concept.

### III. PROPOSED APPROACH

Our work based on model driven paradigm, proposes an automated process where models are expressed as first class artefact of the development flow. Non-functional properties such as real time constraints are analysed at an early stage and then translated into specific output Meta Model. Mapping between models is technically challenging and key to the whole automated approach. In the rest of this section, we start by giving an overview of our approach. After that, we describe the input and the output Meta models. Then, we present the transformation process and the environment that supports our proposal.

### A. Overview

The design methodology comprises three stages: system modeling, automatic extraction of architecture and application models annotated with MARTE profile and finally scheduling analysis and HW/SW partitioning and our concern will be only on the second one. The purpose of our design flow presented by figure 1 is to map a specific UML model annotated with MARTE profile for RTES to a model execution platform. In fact, the designer starts by specifying the requirements of the application and the architecture including various constraints such as dependency, power consumption, area cost and particularly real time constraints. Then, the transformation extracts automatically the input models of RTDT from initial specification. In the final stage, RTDT should produce schedulability test and an architecture to which the application is mapped. In the rest of this section the used models are reviewed since transformations between models are the key elements of MDE. Figure 1 illustrates the main concepts of our methodology.
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**Fig. 1.** Proposed Design Flow

### B. Input Meta Model

The recent MARTE profile comes to upgrade the profile Schedulability, Performance, and Time (SPT) [8] and the profile Quality of Service and Fault Tolerance (QoS&FT) [9]. It consists of three major packages. Foundations package represents the foundational concepts for RTES design. It allows the specification of basic real time concepts such as non-functional properties NFPs, time constraints and useful resources. The two other packages are refined from the foundation one. The second package named MARTE Design Model is dedicated for detailed hardware and software description. As for the third package, MARTE Analysis Model package offers annotations for generic basis of quantitative performance and schedulability analysis. According to this structure, MARTE
take into account timing constraints and execution platform characteristics. Consequently, we assume the input design model while the transformation process is expressed in UML annotated with MARTE profile in this paper.

Considering the requirements of RTDT input files, the system static view is identified. Using MARTE and UML dynamic views, RTES behaviour can be performed; in our study we are limited to a presentation through a class diagram since RTDT can analyse system properties without using the great number of package offered by MARTE profile. Figure 2 shows a class diagram of necessary information required by RTDT. It describes tasks and where they can be implemented, the resources and communication supports. Furthermore, some other entities can be added to the source Meta model such as mutual exclusion resource; but they are not supported by the analysis tool.

In particular, we are restricted to using the Hardware Re-
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source Modeling HRM and Software Resource Modeling SRM. The HRM package provides modelers with a set of entities covering hardware RTES execution platform, HRM logical and physical views present functional properties and physical characteristics respectively. The SRM is composed of four views. The first view presents a general resource related to a specific domain. The second one provides a concurrent support whose interaction between its components is detailed in the third package. The last package represents the software resource brokers.

Using SRM and HRM packages, system architecture and application can be represented at high level view. Class stereotypes are used to represent the different software and hardware components, i.e., tasks, precedence, possibilities of implementations and resources. The adopted representation allows designer to instantiate the proposed Meta model in a simple and fast way thanks to the stereotypes provided by MARTE. The main selected stereotypes are:

- SchedulableResource: it presents the resources that execute concurrently to other concurrent resource
- Alarm resource: it determines executing context to a routine
- SwResource: it models the structure of software entities provided to the user via execution supports
- HwProcessor: it is responsible for scheduling and executing threads
- HwMemory: it represents a storage component for data and executable code
- HwBus: it ensures communication among other execution platform components

C. Application and Architecture Meta Models

RTDT tackles the design space exploration problem. It processes the application and the architecture models which are inputs and are described according to XML format. The application model gives some information about processing tasks, like time behaviour (e.g. execution time, period, etc.), time constraints, dynamic and static power cost, area cost, and so on. The architecture model represents the execution platform built around one processor that offers some opportunities for adding any processing accelerators, like hardware accelerators and/or co-processors, acceded through communication links. It includes some information about these processing elements and communication links that are related to area and power. RTDT also considers RTOS overhead, resource sharing between tasks, pre-emptive scheduling and multirate task graph. It attempts to find optimal alternative for system implementation, in terms of area and power cost according to the architecture mode, using simulated annealing heuristic. This alternative has to satisfy time constraints according to the run-time scheduler and input considerations. The analysis is performed according to probability concepts. However, a huge number of application types (hard and soft real time) are taken into consideration and treated in a uniform way.

In spite of the interactivity of this platform, the definition of RTDT input files cannot be automated, as the specification of the real time constraints and QoS parameters are manual steps that have to be performed by the experts of RTES domain. A second step of the transformation process is the definition of a Meta model for each RTDT input. Based on Extensible Markup Language (XML) file, we propose the application Meta Model illustrated by Figure 3. The classes in this first target model match various real time application concepts. Now we describe these entities of each application component.

- Task: it is the central application component. It maintains a great deal of information such as elapse time, period. Data dependency between tasks is presented through Connection entity
D. A Meta model based transformation

The objective of this step consists in transforming an XMI (XML Metadata Interchange) source model obtained automatically from a UML source model to an XMI target model. The model transformation is based on Kermeta [5]. It makes it possible to define models according to Meta Object Facility (MOF) meta model in a textual form and it can be used as a transformation language. The transformed source model corresponds to the diagram of class presented in Figure 2. The code corresponding to XML based XMI offers a tree structure to our model by presenting the classes and the attributes in textual format.

The transformation process is the core of our complete top down systematic technique. It is carried out according to a set of rules. Here we consider a rule as a mapping between models not as a rule transformation since Kermeta is not based on transformation rules. Each rule depends on the applied stereotype to the UML class mapping. For example, any element that is stereotyped by SRM::SwSchedulableResource in the source model is mapped to RTDT task. Attributes are referenced by the used stereotypes to be translated to the attributes of RTDT Meta model. For instance, the attribute named period, referenced as a periodElements in the SwSchedulableResource stereotype is mapped to the attribute Period related to the RTDT Task class. Table I just gives a brief illustration about the translating mechanism because of the multiplicity of stereotypes, tagged values.

Typically, the application and the architecture target models are obtained simultaneously through the same process. To perform the application Meta Model, we create in a first step all tasks of the given application. Then for each task, the following entities are defined:

- connection type: due to the reflexive relation producer consumer in the source Meta Model, the connection type in or out for the application Meta Model is easily carried out.
- the possible implementation: here we have to distinguish between Hardware and Software Resource. Two cases must be taken into account: If the resource type is HardwareComponent type then the attribute granularityLevel should be added. For the coprocessor resource, it is necessary to create the ImpCop class which contains the specific coordinates of each coprocessor.

The architecture Meta Model is determined in a uniform way.

E. Environment supporting our approach

Recently, the RTDT tool is being included into the Eclipse development environment. Thus, the translation has been implemented as an eclipse plug-in by embedding our Kermeta application in eclipse user interface. In fact, our tool contributes in an Eclipse view to the platform accessible.
through the reflective Ecore Model Editor. After defining a model conformed to the source Meta model, RTDT input models are carried out automatically. Test schedulability and HW/SW partitioning are not immediately run after models extraction; it is triggered by a user intervention. It should be noted that our plug-in is interoperable and easy to integrate with other tools used within the model driven engineering process.

Figure 5 shows how transformation is divided into two model transformations that are executed independently. The first one processes the source Meta model and generates a set of tasks with the different possibilities of implementation, dependency, real time constraints and QoS requirements. The second one generates a set of Hardware components with their types, area cost, etc.

### IV. EXPERIMENTAL RESULTS

The case study [15] presented in previous work [19] is taken again. It presents a football player robot application where video tasks for object detection, wireless communications for message exchanging with other devices, motors controls, sensor acquisition, image processing and decision computation are included. The design of the robot system is of manageable complexity; thus, various HW with different granularities, real time constraints, SW and SW with coprocessor implementations are considered for the set of tasks.

Figure 6 shows a view of the tasks as well as their dependencies and the variation of execution time. To prove the effectiveness of our model driven approach, it has been evaluated it through a comparison with classic RTDT. Hence, the same specification of the experiment illustrated by Figure 6 was provided to a designer that has limited knowledge about UML, scheduling analysis and HW/SW partitioning.

With classic RTDT, the modeler had to understand the Document Data Type DTD of the two input XML files related to real time design turtle tool. Many difficulties were found while specifying application requirements and constraints especially timing constraints and task’s implementation. A significant difference between the previous tool and the model driven approach was noted. The same designer has just to fill in an XMI file conformal to the input Meta Model presented in Figure 6. The result of the second test was more successful satisfying the case study. As a result, modelers do not need to be familiarized with co-design methods in general and with RTDT in particular. Nevertheless, one limitation of our approach is that it can only handle models conform to the source Meta model.

The evaluation experience demonstrates that scheduling analysis and HW/SW partitioning based on model driven engineering concept can be a benefit for non-expert ERTS designers. Since MDE is a very promising methodology to support high level reuse for system development, the designer just has to instantiate the input Meta model of our methodology. As a matter of fact, models can be reused and easily manipulated in order to take into account various kinds of real time systems. That is why we are restricted on the presentation of one case study while proving the usefulness of our method.

### V. CONCLUSION

A model driven based method for the scheduling analysis and HW/SW portioning of real time embedded systems has
been proposed. It was shown that the translation of UML class models into RTDT as a model execution platform can cover all co-design phases, even in the presence of complicated system specification. This framework that supports QoS choices provides a schedulability test. An optimal design space exploration that takes into account many metrics such as area cost, power cost and energy constraints can also be obtained by selecting the suitable target architecture.

In the proposed methodology, the modeler takes advantage of the new standard UML profile for Modeling and Analysis of Real Time Embedded Systems developed by the UML/MDE community. He starts from UML/MARTE diagrams to specify the application especially tasks characteristics, their dependency as well as their implementation possibilities. Our approach aims at mapping UML class diagram annotated with MARTE stereotypes into RTDT input models. It simultaneously integrates scheduling analysis, design space exploration and model driven engineering. This approach could reduce the complexity of design phase by checking the feasibility of tasks scheduling at early stage and on high level abstraction. It also determines where and when task are implemented and run.

An experiment has been done on a football player robot application. This practical proof is one contribution compared to the UML mapping for the execution platform for RTES taken by other researchers. The presented case study confirms that our approach is beneficial for non-expert designer. Further works still remain to be done; the source Meta model can be improved in order to support all tools for HW/SW partitioning and scheduling analysis. Some real time constraints can be checked with formal methods such as the extension of Petri Net.
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