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Abstract—This study considers the problem of determining operation and maintenance schedules for a containership equipped with components during its sailing according to a pre-determined navigation schedule. The operation schedule, which specifies work time of each component, determines the due-date of each maintenance activity, and the maintenance schedule specifies the actual start time of each maintenance activity. The main constraints are component requirements, workforce availability, working time limitation, and inter-maintenance time. To represent the problem mathematically, a mixed integer programming model is developed. Then, due to the problem complexity, we suggest a heuristic for the objective of minimizing the sum of earliness and tardiness between the due-date and the starting time of each maintenance activity. Computational experiments were done on various test instances and the results are reported.
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I. INTRODUCTION

MAINTENANCE is one of functional and operational activities to ensure operational consistency, efficiency and productivity of a system. In general, maintenance is defined as the work performed to keep a system in good condition and working order. The primary goal of maintenance is to avoid or mitigate the consequences of failures and hence provide economical and reliable operation of a system.

There are two basic types of maintenance [1]: corrective maintenance and preventive maintenance. Of the two types, preventive maintenance is the work, including test, measurement, adjustment and part replacement, performed specifically to prevent failures from occurring. It is the activity performed by maintenance workers for the purpose of maintaining a system in a reliable condition by providing systematic inspection, detection, and correction of incipient failures before they occur or they develop into major defects. In general, preventive maintenance policies can be classified into major application areas. For power plants, Satoh and Nara [2] suggest a simulated annealing algorithm that determines the maintenance schedule, i.e., start time of each maintenance activity and generator output for a power generator unit while satisfying the limited workforce and the anticipated power demands for the objective of minimizing the sum of electric production and maintenance costs. Dahal and Chakpitak [3] suggest meta-heuristics that determine the maintenance schedule of a power generator unit under the reliability measure of minimizing the sum of squares of the reserve generation, and Alardhi and Labib [4] develop an integer programming model for generation and desalination units in a cogeneration plant that generates electric power and produces fresh water by desalting seawater at the same time. Transportation facilities area, such as railways, ships and airplanes, are another application area. Higgins [5] report an improvement over the conventional manual method by suggesting a tabu search algorithm for the maintenance and crew scheduling problem in a railway track for the objective of minimizing the disruption to and from scheduled trains and the completion times of maintenance activities. Budai et al. [6] suggest heuristic algorithms that determine the schedules of routine (cyclic) and project (non-cyclic) maintenance activities in railway maintenance for the objective of minimizing the sum of track possession and maintenance costs. Also, Joo [7] consider the problem for a modularly designed engine installed in advanced jet trainers.
with limited spare modules, and suggest a dynamic programming algorithm that minimizes the total opportunity costs associated with premature maintenance. Deris et al. [8] consider the problem of determining the schedule of cyclic maintenance activities of a battleship in a squadron for the objective of maximizing the availability of ship operation under time window and resource constraints, and suggest a genetic algorithm after formulating it as a constraint satisfaction problem.

This study considers the preventive maintenance scheduling problem for containerships, called the containership maintenance scheduling problem (C-MSP) in this paper. The problem is to determine operation and maintenance schedules at the same time for components of a containership during its sailing from a start to a destination port. Here, the operation schedule specifies the working times of components and the maintenance schedule specifies the start time of each maintenance activity. The two schedules have a close relationship in that the operation schedule specifies the due-date of each maintenance activity, i.e., the time at which the corresponding maintenance activity is to be started. To cope with the just-in-time maintenance management, this study considers the objective of minimizing the sum of deviations between the due-dates and the start times of maintenance activities, i.e., total earliness and tardiness.

To the best of authors’ knowledge, there is no previous study on ship maintenance scheduling while a ship sails according to a navigation schedule, i.e., sequence of ports to be visited. For example, Deris et al. [8] consider a ship maintenance scheduling problem while the ship is in a dockyard, i.e., maintenance activities of a ship are carried out only when it is in dockyard. Unlike this, we consider the problem while a ship is on a voyage. Also, compared with other maintenance scheduling for plants and railways, the C-MSP considered in this study has containership-specific considerations, e.g., navigation schedule, component operation schedule, maintenance activity types, working time limitation, workforce availability, inter-maintenance time constraint, etc.

To represent the problem mathematically, a mixed integer programming model is suggested that incorporates the containership-specific constraints. Then, due to the complexity of the problem, we suggest a heuristic that determines operation and maintenance schedules at the same time. The heuristic suggested in this study consists of two main phases: constructing an initial solution and improvement. To show the performance of the heuristic, computational experiments were done on various test instances and the results are reported.

This paper is organized as follows. In the next section, the problem is described in more details and the corresponding mixed integer programming model is suggested. Section 3 presents the heuristic algorithm, and the results on computational tests are reported in Section 4. Finally, Section 5 concludes the paper with a summary and discussion of future research.

II. PROBLEM DESCRIPTION

To clarify the suggested problem, we first explain the characteristics of containerships, i.e., components of a containership and two maintenance types. Then, we explain the problem in more details with a mathematical model.

A containership has parallel and identical components, e.g., four generator engines, two fuel oil purifiers, two lubricating purifiers, three air compressors, etc. During a sailing, some of parallel components are operated according to the operation schedule that specifies their working times. Also, the maintenance activities of a containership, performed during its sailing, can be classified into two basic types: (a) routine maintenance activities; and (b) operation-level maintenance activities. A routine activity, such as simple inspection and repair, is cyclic and deterministic one, while operation-level activity, such as replacement of a part, is the one performed when the cumulative usage time reaches a pre-determined value. For example, an inspection of a cam shaft within the generator engine is a routine maintenance activity while a replacement of a piston ring within the main propulsion engine is an operation-level maintenance activity.

The problem considered here can be briefly described as follows: for a given planning horizon, the problem is to determine operation and maintenance schedules for components within a containership while satisfying component requirements and containership-specific constraints for the objective of minimizing the total earliness and tardiness. Here, the earliness (tardiness) for a maintenance activity occurs when its start time is less (greater) than its due-date. In general, the concept of earliness and tardiness emerges from the just-in-time production and hence the objective pursues timely maintenance. In the practical aspect, the earliness reduces the level of worker satisfaction and the tardiness increases the probability of component breakdowns.

It is assumed that the planning horizon, determined by the navigation schedule, consists of discrete periods, e.g., 1 month (planning horizon) with 30 days (periods). For each maintenance activity, the due-date, i.e., the period at which the activity is to be started, is determined by the component operation schedule. Also, the start time, i.e., the period at which the maintenance activity will be actually started, is determined by the maintenance schedule. Therefore, the two decision variables, operation and maintenance schedules, are closely interrelated. Recall that the due-date of each operation-level maintenance activity of a component is determined by the number of periods for which the component is to be operated, i.e., cumulative usage time.

The C-MSP considered in this study has four constraints: (a) component requirements; (b) workforce availability; (c) working time limitation; and (d) inter-maintenance time constraint. First, the component requirements for each type in a period imply the number of components that must be operated in that period. In general, the component requirements are obtained from the basic load condition that specifies the smallest component requirements for normal operation of a containership. Therefore, a containership cannot be operated
properly unless this constraint is satisfied. For example, one of parallel components must be operated during sailing and all components must be operated for safety when a container ship enters or leaves a port. Second, the workforce availability implies the restriction on the number of available workers in each period. Note that a maintenance activity may be done by one or more workers. Third, the working time limit implies the upper limit on the working time in each period. Finally, the inter-maintenance time constraint implies that the interval between two consecutive activities must be larger than or equal to a pre-specified number of periods.

It is assumed that there is no change in the sailing schedule of a container ship. Also, the duration of each maintenance activity is deterministic and given in advance. Besides these, other assumptions made are summarized as follows: (a) each worker can perform at most one maintenance activity at a time; (b) maintenance activities are non-preemptive, i.e., once an activity is started, it will stay without interruption until its completion; (c) usage times of components are deterministic and given in advance; and (d) inter-maintenance time of each maintenance activity is deterministic and given in advance.

To represent the problem more clearly, a mixed integer programming model is suggested in this study. Before presenting the model, the notations used are summarized below.

Indices

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>$m$</td>
<td>component types, $m = 1, 2, 3, \ldots M$</td>
</tr>
<tr>
<td>$i$</td>
<td>components, $i = 1, 2, 3, \ldots I$</td>
</tr>
<tr>
<td>$a$</td>
<td>maintenance activities, $a \in A$, where $A_i = A_i \cup A_i^\prime$ (A and A′ denote the sets of routine and operation-level maintenance activities, respectively.)</td>
</tr>
<tr>
<td>$d$</td>
<td>period (day unit), $d = 1, 2, \ldots D$</td>
</tr>
<tr>
<td>$k$</td>
<td>period (hour unit), $k = 1, 2, 3, \ldots K$, where $K = D \cdot R$ (R denotes the number of working hours per day.)</td>
</tr>
<tr>
<td>$q$</td>
<td>frequency of maintenance activity, $q = 1, 2, 3, \ldots FR_{ma}$, where $FR_{ma}$ denotes the number of activities of type $a$ on component $i$ of type $m$ during the planning horizon</td>
</tr>
</tbody>
</table>

Parameters

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>$OP_{ma}$</td>
<td>requirement of component type $m$ in period $k$</td>
</tr>
<tr>
<td>$TO_{ma}$</td>
<td>total usage time of component $i$ of type $m$ over the planning horizon, which can be obtained from component requirement $OP_{ma}$</td>
</tr>
<tr>
<td>$DU_{ma}$</td>
<td>duration of maintenance activity $a$ on component $i$ of type $m$ number of inter-maintenance periods for maintenance activity $a$ on component $i$ of type $m$ ($C_{min} \geq V_{ma}$, where $V_{ma}$ denotes the minimum number of inter-maintenance periods for maintenance activity $a$ on component $i$ of type $m$)</td>
</tr>
<tr>
<td>$C_{ma}$</td>
<td>number of elapsed periods for maintenance activity $a$ on component $i$ of type $m$ at the beginning of the planning horizon</td>
</tr>
<tr>
<td>$WF_{ma}$</td>
<td>number of workers needed to perform activity $a$ on component $i$ of type $m$</td>
</tr>
<tr>
<td>$WT$</td>
<td>working hour in a day</td>
</tr>
<tr>
<td>$WF$</td>
<td>available workforce</td>
</tr>
</tbody>
</table>

Decision variables

<table>
<thead>
<tr>
<th>Variable</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>$X_{ma}$</td>
<td>$= 1$ if component $i$ of type $m$ operates in period $k$, and $0$ otherwise</td>
</tr>
<tr>
<td>$DD_{ma}$</td>
<td>$= 1$ if due-date of $q$th maintenance activity $a$ on component $i$ of type $m$ is fixed in period $k$, and $0$ otherwise</td>
</tr>
<tr>
<td>$S_{ma}$</td>
<td>$= 1$ if $q$th maintenance activity $a$ on component $i$ of type $m$ starts in period $k$, and $0$ otherwise</td>
</tr>
</tbody>
</table>

Now, the mixed integer programming model is given below.

**[P]** Minimize $\sum_{m=1}^{M} \sum_{i=1}^{I} \sum_{a=1}^{A} \sum_{k=1}^{K} (F_{ma} + T_{ma})$

subject to

- $\sum_{k=1}^{K} X_{ma} = OP_{ma}$ for all $m$ and $k$ (1)
- $\sum_{k=1}^{K} \sum_{a=1}^{A} X_{ma} = TO_{ma}$ for all $m$ and $i$ (2)
- $\sum_{k=1}^{K} X_{ma} \geq (C_{ma} \cdot q - G_{ma}) \cdot DD_{ma}$ for all $m, i, a \in A', q, and k'$ (3)
- $\sum_{k=1}^{K} X_{ma} \leq [TO_{ma} - (C_{ma} \cdot q - G_{ma})] \cdot DD_{ma}$ for all $m, i, a \in A', q, and k'$ (4)
- $X_{ma} \geq DD_{ma}$ for all $m, i, a \in A', q, and k'$ (5)
- $K - (C_{ma} \cdot q - G_{ma}) \cdot DD_{ma} \leq K - k'$ for all $m, i, a \in A', q, and k'$ (6)
- $\sum_{k=1}^{K} DD_{ma} = 1$ for all $m, i, a$ and $q$ (8)
- $\sum_{k=1}^{K} S_{ma} = 1$ for all $m, i, a$ and $q$ (9)
- $\sum_{k=1}^{K} k \cdot S_{ma} + E_{ma} - T_{ma} = \sum_{k=1}^{K} k \cdot DD_{ma}$ for all $m, i, a$ and $q$ (10)
- $\sum_{k=1}^{K} (k + V_{ma}) \cdot S_{ma} \leq \sum_{k=1}^{K} k \cdot S_{ma}(q+1)\cdot k$ for all $m, i, a$ and $q$ (11)
- $X_{ma} + Y_{ma} \leq 1$ for all $m, i, a, q$ and $k$ (12)
- $X_{ma} + S_{ma} \leq 1$ for all $m, i, a, q$ and $k$ (13)
- $1 - Y_{ma} = \begin{cases} 1 - k' + (d - 1) \cdot R + \sum_{k=(d-1)R+1}^{d-1} (1 - S_{ma}) \cdot k' \\ (d-1) \cdot R + DU_{ma} \end{cases}$ for all $m, i, a, q$ and $d$ (14)
- $d \cdot R \cdot DU_{ma} \cdot k' \leq \sum_{k=(d-1)R+1}^{d} S_{ma}$ for all $m, i, a, q$ and $d$ (15)
- $d \cdot R \cdot DU_{ma} \cdot k' \leq \sum_{k=(d-1)R+1}^{d} S_{ma}$ for all $m, i, a, q$ and $d$ (16)
The objective function, together with constraint (10), minimizes the total earliness and tardiness. Constraints (1) and (2) ensure that both component requirements and total usage times be satisfied. Constraints (3), (4) and (5) specify the due-date of each operation-level maintenance activity, i.e., \( a \in A'' \). More specifically, constraints (3) and (4) specify the possible periods that the due-date is set from the first to the last period and from the last to the first period, respectively. Also, we can specify the specific due-date with constraints (5) and (8). Here, constraint (8) ensures that only one due-date is assigned to each maintenance activity. Similarly, constraints (6) and (7) specify the due-date of each routine activity. Constraint (9) ensures that one start period is assigned to each maintenance activity. Constraint (10) specifies earliness and tardiness of each maintenance activity, and constraint (11) ensures that the inter-maintenance periods between two consecutive activities be satisfied. Constraints (12) and (13) ensure that no component works when the corresponding maintenance activity is done. Constraint (14) ensures that a maintenance activity is done by the amount of its duration without interruption on daily basis. Also, constraints (15) and (16) specify the range of period in which each maintenance activity can be started. Constraints (17) and (18) represent the workforce and the working time limitations, respectively. Finally, the remaining constraints represent the conditions of the decision variables.

The optimal solutions can be obtained by solving the model [P] using a commercial software package. However, it is not practical due to excessive computation time. In fact, we can easily see that the problem [P] is NP-hard since it contains the well-known knapsack constraints, i.e., the workforce and the working time constraints.

III. SOLUTION ALGORITHM

The solution algorithm suggested in this study consists of two phases: (a) constructing an initial solution; and (b) improvement. In the construction phase, the due-date of each maintenance activity is assigned to a certain period after fixing the component operation schedule and then the start time of each maintenance activity is determined as the nearest period from its due-date while considering the relevant constraints. In the improvement phase, the initial solution is improved by changing due-dates of maintenance activities, i.e., changing component operation schedules.

A. Constructing an initial solution

In this phase, an initial solution is obtained by three main steps: (a) generating the component operation schedule; (b) assigning the due-date of each maintenance activity; and (c) determining the start time of each maintenance activity.

The component operation schedule \( (X_{maq}) \) is generated according to component requirements \( OP_{maq} \) and total usage time \( TO_{maq} \). Two cases, single and parallel components for each component type, are considered in this step. In the case of single component, its operation schedule is fixed to its component requirements, i.e., \( X_{maq} = OP_{maq} \). On the other hand, in the case of parallel components, the operation schedules are generated randomly while satisfying their component requirements and total usage time, i.e., constraints (1) and (2).

The due-date of each maintenance activity \( (DD_{maq}) \) is assigned differently according to the maintenance types. In the case of operation-level activities, their due-dates are determined according to cumulative usage times. More specifically, they are determined among those obtained by constraints (3), (4) and (5) that specify the possible periods to which the due-dates of operation-level activities can be assigned. Similarly, the due-dates of routine activities are determined using constraints (6) and (7) are satisfied.

The start time of each maintenance activity \( (S_{maq}) \) is determined as follows. First, the maintenance activities are sorted using a priority rule. Here, the activities are sorted in the non-decreasing order of frequency index \( q \) in the identical maintenance activity. For this purpose, the following three priority rules are suggested in this study.

- DU: higher priority given to the activity with larger duration
- WF: higher priority given to the activity with larger number of required workers
- DW: higher priority given to the activity with larger one among those obtained by multiplying duration and number of workers

Second, the start time of each maintenance activity is determined according to the sorted list. This is done differently according to component types: single and parallel. Note that the start times of the activities associated with single components are determined first, and then those associated with parallel components are determined. The detailed method is explained below.

In the case of single component, the start time is set to the period that gives the smallest earliness or tardiness while satisfying the relevant constraints, i.e.,

\[
\arg \min_{k \in SP_{maq}} \left[ \sum_{k=1}^{K} k \cdot DD_{maq} - k \right],
\]  

where \( SP_{maq} \) is the set of periods that the \( q \)th maintenance activity \( a \) on component \( i \) of type \( m \) can be started while satisfying the constraints (11), (14), (15), (16), (17), and (18). If \( SP_{maq} = \emptyset \), the start time of the directly preceding \((q - 1)\)th activity is set to the period that gives the second smallest earliness or tardiness and then the start time of the \( q \)th activity is set. This is done repeatedly until feasible start times are
determined. Ties are broken arbitrarily. As in the single components, the start time of each parallel component is set to the period that gives the smallest earliness or tardiness. However, the operation schedule of the parallel components must be changed when the start time does not satisfy the constraints (12), (13) and (14), i.e., no component works when the corresponding maintenance activity is done and a maintenance activity is done by the amount of its duration without interruption. In other words, if a component operates during the maintenance activity, i.e., \( X_{miaq} = 1 \) for some \( i \) and \( k \) such that \( S_{miaq} \leq k \leq S_{miaq} + DU_{miaq} - 1 \), the operation schedule of the corresponding parallel components is changed until the start time satisfies the constraints. More formally, a new component \( i' (\neq i) \) of the same type is selected that satisfy the following condition (from the smallest to the largest indexed one)

\[
X_{m'i'k} = 0 \quad \text{and} \quad \sum_{a \in A} \sum_{q=1}^{FR_{maq}} Y_{maqk} = 0 \quad (C1)
\]

which ensure that no operation and maintenance activities be done on the new component \( i' \) in the current period \( k \). Then, for the selected component \( i' \), the new period \( k' \) is selected (from the smallest to the largest indexed one) in such a way that the following conditions hold.

\[
X_{mik'} = 0 \quad \text{and} \quad \sum_{a \in A} \sum_{q=1}^{FR_{maq}} Y_{maqk'} = 0 \quad (C2)
\]

\[
X_{mik'} = 1 \quad (C3)
\]

\[
S_{miaq} + DU_{miaq} \leq k' \leq K \quad (C4)
\]

Here, condition (C2) ensures that no operation and maintenance activities are done on component \( i' \) in period \( k' \), and conditions (C3) and (C4) specify the set of possible new periods. If the set of possible periods is empty, another new period \( k' \) is selected (from the smallest to the largest indexed one) that satisfies (C1), (C2), (C3) and \( 1 \leq k' \leq S_{miaq} - 1 \) for the selected component \( i' \). For the current and the selected components \( i \) and \( i' \) in the current and the new periods \( k \) and \( k' \), their operation schedules are changed as follows.

\[
X_{mik} = 0, \quad X_{mik'} = 1, \quad X_{mik} = 1 \quad \text{and} \quad X_{mik'} = 0
\]

Then, the start time of the current activity is determined using the method explained earlier. Here, the due-dates of the operation-level activities for the other components of the same type are re-assigned those specified by constraints (3), (4) and (5) since their operation schedules have been changed.

**Now, the detailed procedure for the construction phase is given below.**

**Phase I. (Constructing an initial solution)**

**Step 1. (Generate the component operation schedule)**

For each component type, do:

(a) If it is a single component, set its operation schedule to its component requirements. Otherwise, go to Step 1(b).

(b) Generate the operation schedule of parallel components randomly so as to satisfy their component requirements and total usage times, i.e., constraints (1) and (2).

**Step 2. (Assign the due-date of each maintenance activity)**

For each maintenance activity, do:

(a) If the current activity is operation-level, assign its due-date by those specified by constraints (3), (4) and (5). Otherwise go to Step 2(b).

(b) Assign its due-date by those specified by constraints (6) and (7).

**Step 3. (Determine the start time of each maintenance activity)**

**Step 3.1 Sort maintenance activities with a priority rule. Ties are broken with the increasing order of frequency index.**

Step 3.2 From the first to the last activity in the sorted list, do:

(a) If the activity is on a single component, do:

(a-1) Specify the set \( SP_{miaq} \) of periods that the activity can be started while satisfying the constraints (11), (14), (15), (16), (17) and (18) except for the periods considered previously.

(a-2) If \( SP_{miaq} \neq \emptyset \), set its start time to the period that gives the smallest earliness or tardiness from its due-date, i.e., condition (22). Otherwise, set \( q = q - 1 \) and go to Step 3.2(a-1).

(b) Otherwise (parallel components), do:

(b-1) Specify the set \( SP_{miaq} \) of periods that the activity can be started while satisfying the constraints (11), (15), (16), (17) and (18) except for the periods considered previously.

(b-2) If \( SP_{miaq} \neq \emptyset \), set its start time to the period that gives the smallest earliness or tardiness from its due-date. Otherwise, set \( q = q - 1 \) and go to Step 3.2(b-1).

(b-3) If the start time of the current activity does not satisfy constraints (12), (13) and (14), i.e., the component operates during the maintenance activity, select a new component of the same type and change the operation schedules of the current and the selected components in the current and the new periods using the method explained earlier. Then, set its start time as in Step 3.2(b-2). After reassigning the due-dates of the operation-level activities for the other components of the same type randomly among those specified by constraints (3), (4) and (5), go to Step 3.2(b-1).

**B. Improvement**

In this phase, the initial solution is improved by changing the component operation schedule of operation-level maintenance activities on parallel components while their start times and due-date are remained unchanged.

First, the operation-level maintenance activities are sorted using the method explained in Step 3.1 of Phase I, i.e., sort maintenance activities using a priority rule (DU, WF or DW), with breaking ties in the increasing order of frequency index.

Second, according to the sorted list, the operation schedules of the parallel components associated with the current activity are changed in such a way that the deviation between the start time and the due-date is reduced. Note that the start times \( (S_{miaq}) \) fixed in phase 1 are not changed. Two cases, tardy and early maintenance activities, are considered in this
Step. If the current activity is tardy, i.e., \( S_{\text{miak}} > DD_{\text{miak}} \), the operation schedules of the component associated with the current activity and another component of the same type are changed if it gives an improved solution. More formally, the current period \( k \) is selected (from the smallest to the largest indexed one) such that

\[ X_{mik} = 1 \text{ and } 1 \leq k \leq DD_{\text{miak}} \]  

(C5)

i.e., component \( i \) operates in the current period \( k \) before the due-date of the current activity. Then, a new component \( i' \) (\( \neq i \)) of the same type is selected (from the smallest to the largest indexed one) that satisfy the following condition

\[ X_{mi'k'} = 0 \text{ and } \sum_{a \in A} \sum_{q=1}^{FR_{\text{maq}}} Y_{mi'akq} = 0 \]  

(C6)

which means that no operation and maintenance activities are done on the new component \( i' \) in the current period \( k \) and the new period \( k' \) is selected (from the smallest to the largest indexed one) that satisfy the following conditions.

\[ X_{mik} = 1 \text{ and } DD_{\text{miak}} \leq k' \leq K \]  

(C8)

Here, conditions (C7) and (C8) imply that no operation and maintenance activities are done on the current component \( i \) in the new period \( k' \) and component \( i' \) must operate in the new period \( k' \) after the due-date of the current activity, respectively. Finally, the current solution is updated if we can obtain an improved solution after changing the operation schedules of components \( i \) and \( i' \) in periods \( k \) and \( k' \) as follows.

\[ X_{mik} = 0, X_{mi'k'} = 1, X_{mik} = 1 \text{ and } X_{mi'k'} = 0. \]

On the other hand, if the current activity is early, i.e., \( S_{\text{miak}} < DD_{\text{miak}} \), selected are a new component \( i' \) (\( \neq i \)), together with periods \( k \) and \( k' \) that satisfy (C6), (C7) and

\[ X_{mik} = 1 \text{ and } DD_{\text{miak}} \leq k \leq K \]  

(C9)

\[ X_{mi'k'} = 1 \text{ and } 1 \leq k' \leq DD_{\text{miak}} \]  

(C10)

The others are the same as the tardy case.

Now, the detailed procedure for the improvement phase is summarized below.

Phase II. (Improvement)

Step 1. Sort the operation-level maintenance activities as in Step 3.1 of Phase I.

Step 2. From the first to the last activity in the sorted list, do:

(a) If the current activity is tardy, i.e., \( S_{\text{miak}} > DD_{\text{miak}} \), select a new component \( i' \) (\( \neq i \)), together with periods \( k \) and \( k' \), which satisfy the conditions (C5), (C6), (C7) and (C8). Otherwise, select a new component \( i' \) (\( \neq i \)), together with periods \( k \) and \( k' \), which satisfy the conditions (C9), (C6), (C7) and (C10).

(b) If an improved solution is obtained after changing the operation schedules of components \( i \) and \( i' \) in periods \( k \) and \( k' \) as

\[ X_{\text{act}} = 0, X_{\text{evi}} = 1, X_{\text{act}} = 1 \text{ and } X_{\text{ev}} = 0 \]

update the current solution.

IV. COMPUTATIONAL EXPERIMENTS

To show the performance of the heuristic suggested in this study, computational experiments were carried out and the results are reported in this section. Note that we tested three heuristics according to the three priority rules that sort the maintenance activities. The heuristics were coded in C, and tests were carried out on a personal computer with Intel i5 processor operating at 2.80 GHz clock speed.

For the test, we generated 80 small sized instances, i.e., 10 instances for each of eight combinations of two levels of workforce capacity (tight with 8 workers and loose with 10 workers), two levels of the number of periods (24: 3 days with 8 hours/day and 30: 3 days with 10 hours/day) and two levels of component types (3 and 4). The number of identical components for each component type was generated from \( DU(1, 3) \), where \( DU(a, b) \) denotes the discrete uniform distribution with range \( [a, b] \). The component requirements in each period of the planning horizon \( (OP_{\text{du}}) \) were generated randomly using the basic load condition. Also, the number of maintenance activities for each component \( (i) \) was generate \( DU(1, 4) \). For instances with 24 periods, the duration \( (DU_{\text{du}}) \), the inter-maintenance time \( (G_{\text{du}}) \), the number of required workers \( (WF_{\text{du}}) \), the elapsed number of periods \( (G_{\text{maa}}) \) and the minimum inter-maintenance time \( (V_{\text{maa}}) \) of each maintenance activity were generated from \( DU(1, 3), DU(7, 16), DU(1, 3), DU(0, 9) \) and \( DU(0, 1) \), respectively. Similarly, for the instances with 30 periods, they were generated from \( DU(1, 4), DU(11, 22), DU(1, 4), DU(0, 10) \) and \( DU(1, 2) \), respectively.

Test results for the small sized instances are summarized in Table 1 that shows the percentage gaps from the optimal solution values (or lower bounds) and CPU seconds. Here, the optimal solutions (or lower bounds) were obtained by solving the mixed integer programming model [P] using CPLEX 11.0 in 3600 seconds. It can be seen from the table that among the three rules that sort the maintenance activities, the DW rule was slightly better than the others in overall average, especially when the workforce capacity is loose. However, no one rule dominates the others. In fact, its overall average gaps were 10.98% and 8.08% for the instances with tight and loose workforce capacities, respectively. Also, the gaps get higher as the number of component types increases. Finally, compared with CPLEX 11.0, the CPU seconds of the heuristics were very short.

Also, we tested the heuristics on 30 additional medium to large sized instances, i.e., 10 instances for each of three combinations of the numbers of components types and periods (5 component types with 96 periods, 6 component types with 120 periods, and 7 component types with 144 periods). The workforce capacity was set to 8 workers. The number of activities for each component, the duration, the elapsed periods and the number of required workers were generated from \( DU(1, 3), DU(1, 6), DU(2, 6), DU(0, 28) \) and \( DU(1, 5) \), respectively. Also, the inter-maintenance times and the minimum inter-maintenance times for the instances with 96 (120, 144) periods were generated from \( DU(38, 95) \) (\( DU(48, 109), DU(85, 153) \)) and \( DU(3, 9) \) (\( DU(4, 10), DU(8, 15) \)).
respectively. Since we could not obtain the optimal solutions or effective lower bounds for medium to large sized instances, the three heuristics were compared using the relative performance ratio. Here, the relative performance ratio of heuristic a for an instance is defined as

\[ \frac{C_a - C_{best}}{C_{best}} \]

where \( C_a \) is the objective value obtained using the heuristic and \( C_{best} \) is the best solution value among those obtained from the three heuristics.

Results of the medium to large sized instances are summarized in Table II that shows the average relative performance ratios of the three heuristics. As in those for the small sized instances, no one rule dominates the others. However, among the three priority rules, the WF rule (that gives higher priority given to the activity with larger number of required workers) was better than the others. This is because the test instances are tight in the number of required workers. Therefore, the results cannot be generalized.

<table>
<thead>
<tr>
<th>Number of periods</th>
<th>Number of component types</th>
<th>Workforce capacity</th>
<th>Priority rules</th>
<th>Priority rules</th>
</tr>
</thead>
<tbody>
<tr>
<td>24 (3 days, 8 hours)</td>
<td>3</td>
<td>DU &lt;sup&gt;1&lt;/sup&gt;</td>
<td>7.4 (0.0, 20.0)</td>
<td>1.7&lt;sup&gt;**&lt;/sup&gt;</td>
</tr>
<tr>
<td>30 (3 days, 10 hours)</td>
<td>4</td>
<td>WF &lt;sup&gt;2&lt;/sup&gt;</td>
<td>15.1 (2.4, 32.1)</td>
<td>2.9</td>
</tr>
<tr>
<td>Average</td>
<td>11.2</td>
<td>2.4</td>
<td>11.1</td>
<td>2.5</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Instance size ((M^<em>, K^</em>))</th>
<th>RPR</th>
<th>DU</th>
<th>RPR</th>
<th>WF</th>
<th>RPR</th>
<th>DU</th>
<th>RPR</th>
<th>WF</th>
</tr>
</thead>
<tbody>
<tr>
<td>(5, 96)</td>
<td>5.6 &lt;sup&gt;a&lt;/sup&gt;</td>
<td>3.6 &lt;sup&gt;b&lt;/sup&gt;</td>
<td>0.7</td>
<td>19.7</td>
<td>5.1</td>
<td>19.6</td>
<td></td>
<td></td>
</tr>
<tr>
<td>(6, 120)</td>
<td>8.0 &lt;sup&gt;a&lt;/sup&gt;</td>
<td>8.0 &lt;sup&gt;b&lt;/sup&gt;</td>
<td>3.4</td>
<td>110.7</td>
<td>13.6</td>
<td>112.3</td>
<td></td>
<td></td>
</tr>
<tr>
<td>(7, 144)</td>
<td>1.7 &lt;sup&gt;a&lt;/sup&gt;</td>
<td>2.4 &lt;sup&gt;b&lt;/sup&gt;</td>
<td>2.9</td>
<td>170.6</td>
<td>2.0</td>
<td>165.3</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Average</td>
<td>5.2</td>
<td>99.2</td>
<td>2.3</td>
<td>100.3</td>
<td>6.7</td>
<td>99.1</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

V. CONCLUDING REMARKS

This study considered the problem of determining component operation as well as maintenance schedules for a containership during its sailing from start to destination port. The two schedules have a close relationship in that the operation schedule specifies the due-date of each maintenance activity, i.e., the time at which the corresponding maintenance activity is to be started. Also, the maintenance schedule specifies the start time of each maintenance activity. To perform timely maintenances, we consider the objective of minimizing the sum of deviations between the due-dates and the start times of maintenance activities, i.e., total earliness and tardiness. Compared with other maintenance scheduling for plants and railways, the problem considered in this study has containership-specific considerations such as sailing schedule, component operation schedule (due-date of each maintenance activity), maintenance activity types (routine and operation-level), workforce availability, working time limitation, inter-maintenance time constraint. To represent the problem mathematically, a mixed integer programming model is suggested. Then, due to the complexity of the problem, we suggest a heuristic algorithm together with three priority rules. Computational experiments were done on a
number of randomly generated test instances and the results showed that the heuristic can give reasonable quality solutions.

This research can be extended in several directions. First, one may consider other features, e.g., bunkering of containership, general load of components, etc. Second, it is needed to develop more sophisticated algorithms, especially the method to generate more efficient component operation schedules. Finally, it is needed to check the potential applications of the model and the algorithm to other systems such as plants, other transportation equipment, etc.
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