Abstract—Wireless Sensor networks have a wide spectrum of civil and military applications that call for secure communication such as the terrorist tracking, target surveillance in hostile environments. For the secure communication in these application areas, we propose a method for generating a hierarchical key structure for the efficient group key management. In this paper, we apply A* algorithm in generating a hierarchical key structure by considering the history data of the ratio of addition and eviction of sensor nodes in a location where sensor nodes are deployed. Thus generated key tree structure provides an efficient way of managing the group key in terms of energy consumption when addition and eviction event occurs. A* algorithm tries to minimize the number of messages needed for group key management by the history data. The experimentation with the tree shows efficiency of the proposed method.
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I. INTRODUCTION

Wireless sensor networks (WSNs) have emerged as an innovative class of networked embedded systems due to the union of ever smaller, less costly embedded processor and wireless interfaced with micro-sensors based on micro-mechanical systems (MEMS) technology [1][2]. WSNs are composed of small autonomous devices, or sensor nodes, that are networked together [3][4]. The applications of WSNs widely range from the indoor applications like smart home, health monitoring in a hospital to outdoor applications like highway traffic monitoring, combat field surveillance, security and disaster management [5].

Some of the most important outdoor applications like military surveillance, enemy ship movements and terrorist threats tracking need to keep the privacy and security issues [6][7]. However, the sensor networks are highly vulnerable to security attack since the individual sensor nodes are anonymous and that communication among sensors is made via wireless links [8][9]. One way to implement secure wireless communication in WSNs is through the use of a message encryption [3]. Sensor nodes in the network share a secret encryption key(s) for encrypting messages exchanged among sensor nodes.

The sensor nodes are evicted from the network if sensor nodes are compromised and exhibit malicious behavior in the network [10]. When this eviction occurs, all the keys known to the sensor node must be changed and the new keys must be securely delivered to the remaining sensor nodes in order to prevent the evicted node from forging false messages. When the addition of the sensor nodes occurs due to reorganizing the network or complementing more nodes, it is necessary to update all known keys so that newly added nodes cannot understand encrypted messages formed by the current keys [3][7]. This key update is typically accomplished by broadcasting encrypted messages, called re-key messages, containing the new key(s).

In this paper we apply A* algorithm, that exploits a history data of an addition and eviction ratio of a location where sensor node is deployed, in order to generate a hierarchical key structure for the efficient group key management. Thus generated key structure tries to minimize the number of message transmissions needed in the re-key messages. Generally, when a sensor transmits a 1 bit data, an energy consumption of sensor is higher than a computation [11]. The experiment is performed against the logical key hierarchy (LKH) [12]. The result shows that the proposed method is more efficient in terms of energy consumption when addition and eviction event occurs.

This paper is organized follow. Section II describes routing protocols and the key management in WSN, and section III reviews the tree based key management, a re-key scheme and A* algorithm. In section IV, we present a sensor network structure and A* based key tree structure. Section V shows an experiment of our proposed method. Finally, section VI gives a conclusion and future works.

II. RELATED WORKS

In WSNs, there are many types of routing protocols. These protocols require a key management for ensuring the security. The key management procedure is an essential constituent of network security. The following subsections present routing protocols and key management in WSNs.
A. Routing Protocols in WSN

In general, routing in WSNs can be classified into three types. These are flat-based routing, clustering-based routing, and direct communication-based routing. In flat-based routing the roles of all nodes are identical, whereas, that of clustering-based routing are different in that the message transmission from the nodes are done through the cluster head. In direct communication-based routing, a sensor node sends data directly to the Base Station (BS) [13][14]. Under this protocol, if the diameter of the network is large, the power of sensor nodes will be drained very quickly. Under flat protocols, when a node needs to send data, it may find a route consisting of several hops to the BS [13]. Clustering-based routing is an efficient way to lower energy consumption within a cluster, performing data aggregation and fusion in order to decrease the number of transmitted messages to the BS [14].

B. Key Management in WSNs

To secure WSNs against malicious access, the various keys are needed to encrypt and authenticate the control messages and sensed data. Due to the limited resource of sensor nodes, it is not practical to use asymmetric cryptosystems in WSNs [15]. Therefore, the symmetric key management is mostly adopted in WSNs. LEAP [16] is a key management protocols for sensor networks. It establishes four types of keys for each sensor node. Di Pitro et al. enhance the logical key hierarchy to create a directed diffusion based logical key hierarchy. The logical key hierarchy technique provides mechanisms for nodes joining and leaving groups where the key hierarchy is used to effectively re-key all nodes within the leaving node’s hierarchy [1]. The logical key hierarchy technique is exploited for the key management within the proposed approach.

III. BACKGROUND

In WSNs, there are many types of key management. Among them the hierarchical tree based key management provides an efficient re-key mechanism for the addition and eviction. The A* algorithm is exploited for the generation of the hierarchical key tree structure with which efficient key management can be done.

A. Tree based Key Management and Re-keying Scheme

Wallner et al. proposes a hierarchical keying method called Logical Key Hierarchy (LKH). In the LKH, the key distribution center (KDC) maintains a key tree which will be used for group key update and distribution. Each internal node in the tree represents a cryptographic symmetric key. The center associates each group member with one terminal node of the tree. Each terminal node knows all the keys from its leaf node up to the root. In the sensor network, the hierarchical technique can be applied in support of other keying protocols such as pre-deployed keying to provide a mechanism to maintain freshness of the shared deployed cryptographic keys [9][14]. In Fig. 1, a cryptographic symmetric keys, e.g. GK, SGK1, ..., SGK4, SN1,...,SN4, are logically distributed in a tree at the KDC.

In [17], Wang et al. shows a group key management and re-key scheme using key graph. The re-key scheme of our proposal is based on Wang et al’s key-oriented re-keying scheme.

B. A* algorithm

A* algorithm that is a kind of tree search method uses a heuristic evaluation function [18]. A heuristic evaluation function helps decide which node is the best one to expand next.

Let \( h(n) \) be the actual cost of the minimal cost path between node \( n \) and a goal node and let \( g(n) \) be the cost of a minimal cost path from the start node, \( n_o \), to node \( n \). Then equation is the cost of a minimal cost path from \( n_o \) to a goal node over all paths that are constrained to go through node \( n \).

For each node \( n \), let heuristic factor \( h^*(n) \) be some estimate of \( h(n) \), and let depth factor \( g^*(n) \) be the cost of the lowest-cost path found by A* so far to node \( n \). The estimate of heuristic evaluation is defined:

\[
    f^*(n) = g^*(n) + h^*(n)
\]

In algorithm A* we use equation (1).

IV. A* FOR KEY TREE STRUCTURE GENERATION

In cluster based WSNs, the network is typically organized into clusters, with ordinary cluster members and cluster heads (CHs) playing different roles. For ensuring the security in this organization the tree based key management is used and the key tree structure for the efficient management is generated by applying A* algorithm.

A. Sensor Network Structure

The sensor network is composed of a base station (BS), sensor nodes and cluster heads (CHs) as shown in Fig. 2. CHs have more energy and computation ability than sensor nodes. Those are responsible for data collection and transmission. Also they form a cluster. Clusters can be formed based on many criterias such as communication range, number and type of sensors and geographical location [19]. Every cluster has only one CH. The information gathered from the sensor nodes within a cluster is sent to CH and then it is send to BS [20].

The BS works as the KDC. When sensor nodes makes request of the addition/eviction to CH then the CH notifies BS...
to generate and send a new group key(s) to all the sensor nodes (in cluster).

And the new keys are distributed to each sensor node through the CH. The security issue that the current research is concerned with belongs to the message transmissions among CH and sensor nodes in a cluster.

B. A* based Key Tree Structure

In order to reduce the number of re-key messages the branching factor can be different for each level of the proposed A* based tree structure generated for the key management. The collection of the branching factors is represented by \( v_T \) as the sequence below.

\[
v_T = \{d_0, d_1, ..., d_{h-1}\}
\]

In \( v_T \), \( d_h \) represents the branching factor at level \( h \) of the tree. The branching of the nodes at a particular level is identical, i.e., the branching factor for all the nodes at level 1 is \( d_1 \). Also, the elements in \( v_T \) satisfies the following condition.

\[
d_0 \cdot d_1 \cdot ... \cdot d_{h-1} = \prod d_i \geq n_s
\]

where

\[
\text{ns} : \text{number of sensor nodes}
\]

In equation (2), since the terminal nodes of the tree corresponds to the sensor nodes actually deployed in a cluster, the number of the terminal nodes should be greater than or equal to the number of the deployed nodes so that every deployed node can be represented by the terminal nodes used in logical key management.

Fig. 3 shows an example of our proposed key tree structure. In the figure, a circle corresponds to keys and squares correspond to sensor nodes. This structure can be represented in \( v_T = \{2, 4, 3, 4\} \) which includes 128 sensor nodes.

Above, the addition of sensor and eviction of sensor node denotes the join and leave event respectively.

In [17], when the join/leave event occurs in a cluster, the number of re-key messages by means of key-oriented re-keying scheme is calculated as following equation.

\[
\text{Join}_\text{MSG} = h
\]

\[
\text{Leave}_\text{MSG} = (d - 1)(h - 1)
\]

In equation (3), \( \text{Join}_\text{MSG} \) is the number of re-key messages in join and \( \text{Leave}_\text{MSG} \) is the number of re-key messages in leave. \( h \) is height of the tree which is defined in [17]. And \( d \) is branching factor in the tree.

When the join/leave event occurs in a cluster, the number of re-key messages needed for the key tree defined by \( v_T \) is calculated as following equations.

\[
\text{Join}_\text{MSG} = h
\]

\[
\text{Leave}_\text{MSG} = \sum d_i - (h - 1)
\]

If the join events occur with a ratio of \( \alpha \) and the leave events occur with a ratio of \( 1 - \alpha \) then the number of re-key messages \( M \) in the network is defined as:

\[
M = \alpha \cdot \text{Join}_\text{MSG} + (1 - \alpha) \cdot \text{Leave}_\text{MSG}
\]

\[
= \alpha \cdot h + (1 - \alpha) \cdot \left( \sum_{i=0}^{h-1} d_i - (h - 1) \right)
\]

We assume that \( \alpha \) is available for a cluster of sensor nodes. The A* algorithm is applied in finding a degree sequence \( \{d_0, d_1, ..., d_{h-1}\} \) which minimizes \( M \), the number of re-key messages needed.

C. Heuristic Evaluation Function

The history data for the join/leave event of the sensor nodes is different from a cluster to cluster where the sensor nodes are placed. Based on the history data a key structure suitable for the efficient key management is generated with the application of A* algorithm.

In the tree defined by \( v_T, g^*(n_s) \) for an arbitrary node \( n_s \) is defined as:
The evaluation function $g^*(n_c)$ returns the number of re-key messages needed when the join/leave event occurs and $h_c$ is a height of key tree structure. $\alpha$ and $d_i$ are explained section IV-B.

As described by equation (4), the number of re-key messages is minimum when the height of the key tree is minimum. And when the leave event occurs, we knew that a height of the tree $vT$ is maximum and a sum of degree of tree $vT$ is minimum then the number of re-key messages is minimum. So estimate of heuristic factor is defined as:

$$h^*(n_c) = \alpha \cdot \min_{\text{Join}} \text{MSG} + (1 - \alpha) \cdot \min_{\text{Leave}} \text{MSG}$$  \hspace{1cm} (7)

Equation (7) calculates the minimum number of expected re-key messages when the join/leave event occurs. The first term and second term in the equation represent the number re-key messages for the join event and that of leave event, respectively. As shown in equation (4) $\min_{\text{Join}} \text{MSG}$ becomes minimum when the height of the tree is minimum. Thus, $\min_{\text{Join}} \text{MSG}$ is 1. $\min_{\text{Leave}} \text{MSG}$ becomes minimum when the height of the key tree is maximum and the sum of $d_i$ is minimum.

$$h^*(n_c) = \alpha + (1 - \alpha) \cdot (k - 1)$$  \hspace{1cm} (8)

Both the maximum height of the tree and minimum $d_i$ are obtained when the key tree is structured as a binary tree. So, the $h^*(n_c)$ can be calculated according to equation (4) as shown in equation (8). Where, $k$ is the height of the binary tree that is calculated as shown below.

From equation (2),

$$d_0 \cdot d_1 \cdots d_c \cdot 2^k \geq ns$$

$$\iff 2^k \geq \left\lfloor \frac{ns}{d_0 \cdot d_1 \cdots d_c} \right\rfloor$$

$$\iff \log_2 2^k \geq \log_2 \left( \frac{ns}{d_0 \cdot d_1 \cdots d_c} \right)$$

$$\iff k \geq \left\lfloor \log_2 \left( \frac{sn}{d_0 \cdot d_1 \cdots d_c} \right) \right\rfloor.$$  \hspace{1cm} (9)

V. EXPERIMENTAL RESULT

The experiment is performed under the various history data of leave/join events or history $\alpha$ value. We assume that the maximum number of sensor nodes and minimum number of sensor nodes in the cluster is 120 and 20 respectively and measures the number of messages required for the proposed $A^*$ based tree against the ternary tree and binary tree. Our proposed key tree structure for various $\alpha$ are constructed to measure the number of average re-key messages to show how effective the proposed method is.

Fig. 4 shows that the $A^*$ based tree needs the number of key-messages less than $(0.5 \leq \alpha \leq 1)$ or equal to $(0 \leq \alpha < 0.5)$ other key tree structures when the number of sensor nodes is 120 in the cluster.

Also, Fig. 5 shows that our proposed key tree structure needs the number of re-key messages less than other key tree structure.

Accordingly, the experiment result shows that the $A^*$ based key structure needs the average number of re-key message less or equal to other key tree structures.

VI. CONCLUSION

In the various application WSNs enable the monitoring of the target system or area. Especially in the areas such as military, commercial, and privacy applications ensuring security is the important issue. In this paper, we showed how a hierarchical key tree can be generated by exploiting $A^*$ algorithm that considers the addition and eviction history data of the target cluster region. Thus generated key tree is effective, when frequent addition and eviction occurs, in that the number of re-key messages for managing the key system is reduced.
compared to the existing key tree structures. Future works will reinforce the proposed method by considering the re-key message update cycles. It will also consider the storage issue in managing the hierarchical key structure.
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