Definition and Core Components of the Role-Partner Allocation Problem in Collaborative Networks


Abstract—In the current constantly changing economic context, collaborative networks allow partners to undertake projects that would not be possible if attempted by them individually. These projects usually involve the performance of a group of tasks (named roles) that have to be distributed among the partners. Thus, an allocation/matching problem arises that will be referred to as Role-Partner Allocation problem. In real life this situation is addressed by negotiation between partners in order to reach ad hoc agreements. Besides taking a long time and being hard work, both historical evidence and economic analysis show that such approach is not recommended. Instead, the allocation process should be automated by means of a centralized matching scheme. However, as a preliminary step to start the search for such a matching mechanism (or even the development of a new one), the problem and its core components must be specified. To this end, this paper establishes (i) the definition of the problem and its constraints, (ii) the key features of the involved elements (i.e., roles and partners); and (iii) how to create preference lists both for roles and partners. Only this way it will be possible to conduct subsequent methodological research on the solution method.
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I. INTRODUCTION

NOWADAYS it is commonly accepted that, in a fast-moving globalized world, the alliance of organizations is an essential means for attending to customers. Organizations can reach many of their global goals by cooperation and, thanks to the advancements in information and communications technologies (ICTs); such cooperation takes the form of a collaborative network (CN). As defined in [1], a CN is constituted by autonomous organizations and/or individuals that are usually geographically distributed and heterogeneous. These entities, despite having different operating environments and purposes, collaborate to achieve common goals and address new business opportunities together. To this end, their interactions are supported by ICTs.

As indicated in [1], different types of CNs have emerged over time, such as virtual organizations, virtual enterprises, professional virtual communities, and collaborative laboratories (see e.g., [2], [3]). This demonstrates the increasing importance of this type of alliances.

In CNs, partners (individuals and/or enterprises) seek to undertake a business opportunity in a given field together; that is to say, they seek to start a new project together. At its core, a project is a set of tasks (here referred as roles) that have to be performed by the partners. The problem of distributing tasks among partners is an allocation/matching problem that will be called Role-Partner Allocation (RPA) problem. The goal is to find a matching $M$ between roles and partners satisfying certain conditions.

Commonly, finding such a matching $M$ in CNs is addressed in real life by negotiation between the partners interested in participating in the project. This takes a long time and is hard work. Partners have to present their arguments (i.e., knowledge, capabilities, personal preferences, availability, etc.) and discuss the situation in order to reach an agreement regarding the distribution of tasks between them. Even if certain information about the partners is stored, the process is complex because it implies human beings each one with its own personality, requirements, tastes, etc. In fact, as indicated in [4], a centralized matching scheme should be used to find such a matching $M$. This is because both historical evidence and economic analysis show that allowing participants involved in this type of problems to reach agreements by themselves without the help of a centralized matching scheme is not the best way to create successful allocations.

There are different centralized matching schemes to solve different types of matching problems. The RPA problem is an example of the two-sided matching problem [5]. Following the definition in [6], in this type of problems the input entities (in this case, the roles and the partners) are partitioned into two disjoint sets (in this case, the set of roles and the set of partners), and the aim is to pair elements of one set with elements of the other set subject to various criteria such as capacity constraints and preference lists.

The National Resident Matching Program (NRMP) [7] in the USA is perhaps the most representative example of a centralized matching scheme to solve a problem of this type. As indicated in [6], it handles the allocation of residents to hospitals, based on the preferences of residents over available hospitals, and the preferences of hospitals over residents. For that purpose, the NRMP employs an algorithm that finds a stable matching $M$ of residents to hospitals that is resident-optimal (also known as resident-oriented), in that each resident obtains the best hospital that she/he could obtain in any stable matching. In a hospital-optimal (hospital-oriented) approach,
each hospital obtains the best set of residents that it could
obtain in any stable matching. A matching $M$ is unstable if
there are $a, b$ elements that are not partners in $M$ and prefer
each other to her/his/its partner in the matching. Such a pair
$(a, b)$ is said to be a blocking pair for the matching. Thus, a
matching is stable if it contains no blocking pair [8].

The NRMP manages a variant of the classical Hospitals/
Residents problem (HR) [9], [10]. There are many other
generalizations of HR such as, for example, the School Choice
problem [11], the Course Allocation problem [12], and the
Student–Project Allocation problem [4]. In addition, examples
of centralized matching schemes are used in situations as
different as those of online matrimony in India [13] and the
renowned case with patient-donor pairs [14]: a patient in need
of a kidney and a donor (family, friend) who is willing to
donate one.

Irrespective of the matching scheme used to solve an
allocation problem, the problem itself and its core components
have to be defined. Thus, for example, in the NRMP case, it
was firstly necessary to define residents and hospital posts,
together with their key features, in order to properly
understand and manage these elements. It has also been
necessary to define the problem constraints (i.e., one-to-one
vs. one-to-many allocation, residents and hospital posts
capacity constraints, etc.) and the mechanisms to compose the
preference lists on both sides (i.e., how residents rank hospital
preferences). The same has to be done for the RPA problem in
CNs. This is precisely the aim of the presented paper. Once
the RPA problem and its core components are well defined, it
will be possible to choose an existing matching scheme to
solve it. It might even be necessary to develop a new one if
none of the existing mechanisms fit the needs of the problem.

The rest of the paper is organized as follows. Section II
introduces the RPA problem, Section III describes roles and
partners and their key properties, and Section IV shows how
to configure preference lists on both sides. Finally, Section V
presents the most relevant conclusions and the future work.

II. THE RPA PROBLEM

Let $I = \{i_1, i_2, \ldots, i_l\}$ with $|I| \geq 2$ denote the finite set of
partners. A generic element in $I$ is denoted by $i$. Each partner
has a finite number of roles that she/he/it is willing to perform.
Specifically, let $l(i)$ be the number of roles that $i$ requires at
least in order to join the project (the participation would
otherwise not be profitable for the partner) and $u(i)$ the
maximum number of roles that $i$ is willing to play in the
project. Let $R = \{r_1, r_2, \ldots, r_{m}\}$ denote the finite set of roles. A
generic element in $R$ is denoted by $r$. It is also assumed
throughout that the total number of roles is no less than the
minimum total number of tasks required by the partners (i.e.,
$m \geq \sum_{i \in I} l(i)$). For each role there is a partially ordered
preference list of partners such that element at position $x$ is
strictly preferable to element at position $x+1$ or they are
indifferent. Preferences of role $r$ are denoted by $a(r)$. Note
$a(r) \equiv [i_1, i_2, \ldots, i_x]$. That is to say, not all partners have to be
appropriate to play all roles. Likewise, for each partner there is
a partially ordered preference list of roles such that element at
position $x$ is strictly preferable to element at position $x+1$ or
they are indifferent. Preferences of partner $i$ are denoted by
$b(i)$. Again, note that $b(i) \equiv [r_1, r_2, \ldots, r_x]$. That is to say, not all
partners are able, or want, to play all roles.

On the basis of the above, the following restrictions can be
defined for an RPA problem instance and a matching $M$:

1. For each role $r$, $0 < |a(r)| \leq |I|$. Every role has to admit at
least one partner (otherwise the distribution of tasks is not
possible), but it has not to admit all partners as acceptable
players. That is to say, incomplete preference lists in the
role side are allowed but not empty preference lists.

2. For each partner $i$, $0 < |b(i)| \leq |R|$. To be taken into
consideration, a partner has to want to/be able to play at
least one role but she/he/it does not have to want to/be
able to play all the roles. Thus, incomplete (but not empty)
preference lists on the partner side are allowed.

3. Each role $r$ strictly prefers $a(r)[x]$ to $a(r)[x+1]$ or is
indifferent between them. The roles’ preference lists are
partially ordered because they include ties. That is to say, a
role does not have a strict preference between two or
more partners because they are just as good for the job.

4. Each partner $i$ strictly prefers $b(i)[x]$ to $b(i)[x+1]$ or is
indifferent between them. The partners’ preference lists also
include ties. That is to say, a partner could equally
prefer to play two or more roles.

5. For each partner $i$ and role $r$, if $r \in b(i)$ then $i \in a(r)$. An
partner cannot want to play a role if she/he/it is an
unacceptable player for the role (e.g., she/he/it does not
have the required knowledge). Note that the reverse is not
true. That is to say, $i \in a(r)$ does not mean that $r \in b(i)$. In
other words, $i$ could be an acceptable (even highly
desirable) partner for playing $r$ but $i$ does not want to play
$r$ at that moment (e.g. due to problems of time
availability, budget problems, different current personal
preferences).

6. If $M(i)$ is the set of roles assigned to $i$ after the allocation
process, then $0 < l(i) \leq M(i) \leq u(i) \leq |R| - \sum_{i \in I} l(i), i \neq j$.
That is to say, each partner has to take the responsibility of
a minimum number of $l(i)$ roles (with $l(i)$ at least 1;
that is, a piece of project) and a maximum of roles such
that each other partner $j$ has the possibility to play a
minimum of $l(j)$ roles.

7. If $M(r)$ is the set of partners playing role $r$ after the
allocation process, then $M(r) = 1$. Each role represents a
piece of project intended to be played by one partner. If
no partner in $r$’s preference list wants/is able to play $r$ it
will be necessary to redesign the role, probably splitting it
into different new roles, together with the consequent re-
In summary, the RPA problem (i) is a two-sided allocation problem, and (ii) is a many-to-one allocation problem where one partner can play many roles, (iii) accepts upper and lower quotas in the partners’ side, and (iv) admits incomplete preference list with ties in both sides; all of which fulfilling restrictions 1 to 7.

III. PARTNERS AND ROLES

The concepts of partner and role have been used for describing the RPA problem, but a detailed specification of these two concepts is required in order to adequately understand and manage them.

In the RPA problem context, it is crucial to properly represent and store the relevant information about the involved partners and roles in order to be sure that the decision making process works with up to date, reliable, and sufficient information. Moreover, the selected information representation scheme has to be general enough to represent any type of information since CNs are needed in any business domain and to face multidisciplinary projects. Knowing this, the general and domain independent representation scheme presented in [15], [16] is proposed and adapted in this paper for defining partners and roles in the RPA problem. On this ground, partners are said to have two key features: goals (i.e., capabilities) and associated abilities. In brief, goals are the specific objectives of a given partner, meaning the specific activities that it is capable of performing (e.g. project management is a goal of partner A; that is, partner A is capable of managing projects). Associated abilities, on the other hand, are partner’s additional goal-related capabilities (e.g. partner A can complement her/his/its goal of project management with the associated abilities of quality oriented attitude and good social skills). An associated ability does not exist separately; it is always linked to one or more goals for improving and/or completing them. So, goals are related to specific partners’ capabilities, whereas associated abilities are related to other interesting aptitudes/knowledge that might be associated with such capabilities. On the other hand, roles are also said to have two key features: the obligations and the skills weights pair. The obligations refer to the activities represented by the role (e.g., a role called Database Development, and critical thinking has a weight of 4). This structure of partners and roles is shown in Fig. 1.

IV. PREFERENCE LISTS

It is also required to specify how to create preference lists, both for roles and partners. In this regard, the information structure presented in Section III is used to establish these preference lists as described in the following.

A. Roles’ Preference Lists

A role is not a human being (nor a set of human beings, like an enterprise), so it has no personal preferences or individual tastes. Thus, the preference list \( a(r) \) of each role \( r \) must be created on the basis of objective and stable criteria. In this case, in the ideal situation, each role would be played by the partner with the goals and abilities that better fulfil the role requirements. For that, the general proposal in [16] for building holonic virtual enterprises is adapted here for the RPA problem in CNs. Thus, the criteria used to configure the roles’ preference lists are: (i) the matching between the obligations of the role and the partners’ goals, and (ii) the matching between the skills_weights pairs of the role and the partners’ abilities. On this basis, the following can be established:

- Only partners fulfilling all the obligations required by the role can be feasible players for the role (i.e. members of the preference list of that role). Think for example of a role that requires expert knowledge of game theory as an obligation. Defining this item as an obligation means that it is absolutely necessary to achieve the objectives of the role. Otherwise, it would be defined as a skill with an associated weight. Formally:

\[
i \in a(r) \iff obligations(r) \subseteq goals(i).
\]

- Once the feasible partners are calculated for each role, they must be ranked in the preference list of the role. It should be remembered that partially ordered preference lists with ties are allowed. What makes the difference between the feasible partners is their contribution in terms of abilities. Formally:

- Let \( i \) be a feasible player for role \( r \), \( g \) a goal of \( i \) such that \( g = b \) with \( b \in obligations(r) \), and let \( w_g \) be the sum of the weights associated with the skills in \( B = \text{skills_weights}(b) \cap \text{abilities}(g) \) (i.e., \( w_g \) represents the added value that \( i \) provides to \( r \) due to \( g \)), then
is used to position partner \( i \) in the preference list of role \( r \). Thus, the partners with the highest value of \( w \) will be at the top of the list.

\[ w = \sum_{g \in \text{goals}(r)} w_g \]

### B. Partners’ Preference Lists

Partners are human beings (or sets of human beings, like enterprises), so that besides their goals and abilities they may also have personal preferences and individual tastes. Moreover, even having the capacities (i.e., the goals) required by a role and being personally interested in playing the role, at a moment in time a partner could have other limitations that inhibit her/him/it to play the role (e.g., lack of time, budget and financial problems, infrastructure problems, staffing problems). As a consequence, the creation of the preference lists on the basis of objective and stable criteria is not always possible or desirable. Thus, in this paper three ways are proposed to build each partner’s preference list:

- The Automatic Approach: This approach is possible when the partner has no personal preferences. The partner only has to specify those roles to which she/he/it has special limitations (e.g., lack of time, budget problems). The system is the one in charge of identifying and sorting the feasible roles in the preference list of the partner. The specification of those limitations can be done before or after the search process. In the first case, the unfeasible roles are not taken into consideration from the beginning. Otherwise, all the theoretically feasible roles would enter the process and they would make it onto the preference list. After that, the partner has to specify which roles she/he/it is not able to play at that moment, these roles have to be deleted from the list, and their adjacent items in the list have to be moved in order to occupy the empty positions.

In any case, the following can be established:

- Role \( r \) is feasible for partner \( i \) if and only if \( \text{obligations}(r) \subseteq \text{goals}(i) \).

- Role \( r_j \) is better for partner \( i \) than role \( r_i \) if and only if \( i \) is a better partner for role \( r_i \) than for role \( r_j \).

- The Personal Approach: In this case, the choice and prioritization of feasible roles rests entirely with the partner. She/he/it makes it on the basis of her/his/its personal preferences and individual tastes (e.g., motivation, relationship between the role and other tasks in hand, economic interests).

- The Mixed Approach: The preference list is partially built by the partner, and partially by the system. The partner places certain roles at the top and/or tail of the list. Thus, a partner could specify the roles that she/he/it prefers the most and/or those that she/he/it likes least to play. Note that these roles do not necessarily coincide with the roles which theoretically seem best/less suited for the partner. In other words, the partner can organize the two ends of the list using the personal approach and delegate to the system the prioritization of the remaining roles through the automatic approach.

### V. Conclusion

When a project is undertaken in the context of a CN, the distribution of roles (i.e., project tasks) among partners must be automated by means of a centralized matching scheme since the success of the project depends largely on the suitability of this allocation. If it does not (i.e., if the involved partners construct an allocation by approaching one another directly) partners have to present their arguments (i.e., knowledge, capabilities, personal preferences, availability, etc.) and discuss the situation. This can lead to mistakes, disputes, or misunderstandings that may obstruct the negotiation. But even when this is not so and the negotiation process is executed normally, the vast quantity of information involved and the fact that partners are human beings with their own strengths and weaknesses may result in poor agreements.

In this paper the problem of allocating roles to partners (i.e., the RPA problem) is defined as a many-to-one two-sided matching problem with upper and lower quotas in the partners’ side, and incomplete preference lists and ties on both sides (i.e., roles and partners). In addition, the key properties of partners and roles are specified, allowing the definition of the process to create preference lists on both sides. Therefore, this paper provides the necessary elements for future work. In this case, future work implies the search for a matching mechanism to solve the RPA problem fulfilling its requirements and constraints. If none of the existing mechanisms is valid for the RPA problem, a new one will be defined. In any case, the allocation process will be simpler and safer than direct negotiation.
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