Software to Encrypt Messages Using Public-Key Cryptography


Abstract—In this paper, the development of a software to encrypt messages with asymmetric cryptography is presented. In particular, is used the RSA (Rivest, Shamir and Adleman) algorithm to encrypt alphanumeric information. The software allows to generate different public keys from two prime numbers provided by the user, the user must then select a public-key to generate the corresponding private-key. To encrypt the information, the user must provide the public-key of the recipient as well as the message to be encrypted. The generated ciphertext can be sent through an insecure channel, so that would be very difficult to be interpreted by an intruder or attacker. At the end of the communication, the recipient can decrypt the original message if provide his/her public-key and his/her corresponding private-key.
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I. INTRODUCTION

PUBLIC-KEY cryptography is a method for secret communication between two parties without requiring an initial exchange of secret keys as well as symmetric cryptography also known as secret-key cryptography, this kind of cryptography uses a single secret key for both encryption and decryption. A core problem of the symmetric cryptosystems is key distribution and key management [4]. For the key-exchange, they need, for example, a secure channel or a courier. Figure 1 shows a block diagram of the symmetric key cryptography [3]. The key exchange problem becomes even more difficult if many people want to exchange encrypted messages, for example on the internet. If a network communication system has n users and any two of them exchange a key, then n(n-1)/2 secret key exchanges are necessary and all those keys have to be stored securely [4].

Public-key cryptography is a fundamental and widely used technology around the world, and enables secure transmission of information on the internet and other communication systems; this concept was proposed in [7]. It is also known as asymmetric cryptography because the key used to encrypt a message differs from the used to decrypt it. In public-key cryptography, a user has a pair of cryptographic keys – a public-key and a private-key. The private-key is kept secret, while the public-key may be widely distributed and known for any user. Messages are encrypted with the recipient’s public-key and can only be decrypted with the corresponding private-key, see Fig. 2 [3]. The keys are related mathematically, but the private-key cannot be practically derived from the public-key. In addition, the public-key cryptosystems can generate digital signatures and can be combined with symmetric cryptosystems [1] and [6].
The aim of this paper is the development of a software to encrypt alphanumeric information using the RSA algorithm described in [1], was the first public-key cryptosystem and is still the most important. Its security is closely related to the difficulty of finding the factorization of a composite positive integer that is the product of two large number primes [1].

II. RSA CRYPTO SYSTEM

A. Key Generation [1]

We explain how the recipient’s (in the future we will say user B) generates his private and public RSA keys. User B generates randomly and independently two large prime numbers p and q and computes the product

\[ n = p \cdot q \]  

(1)

The numbers p and q of (1) must be large so that it is not computationally feasible for anyone to factorize n. (Remember that n, but not p and q, will be in the public file), the authors [1] recommend the use of numbers with 100 decimal digits, so that n has 200 digits. Next we need to calculate \( \varphi(n) \) as follows [1]:

\[ \varphi(n) = (p - 1) \cdot (q - 1) \]  

(2)

Then the user B chooses an integer e with

\[ 1 < e < \varphi(n) \quad \text{and} \quad \gcd(e, \varphi(n)) = 1 \]  

(3)

where \( \gcd \) is the greatest common divisor of e and \( \varphi(n) \).

Note that e is always odd since (p-1) is even. User B computes an integer d with

\[ 1 < d < \varphi(n) \quad \text{and} \quad d \cdot e \equiv 1 \text{ mod}(\varphi(n)) \]  

(4)

Since \( \gcd(e, \varphi(n)) = 1 \), such a number d exists. It can be computed by using the Extended Euclidean Algorithm [8]. The public-key of the user B is the pair \( (n,e) \) and his private-key is \( d \). The number n is called the RSA modulus, e is called the encryption exponent and d is called the decryption exponent.

B. Encryption [1]

To encrypt a message m with RSA algorithm, using a public-key \( (e, n) \), proceed as follows. (Here e and n are a pair of positive integers). First, represent the message as an integer between 0 and \( (n-1) \), i.e.,

\[ 0 \leq m < n \]  

(5)

Break a long message into a series of blocks, and represent each block as such an integer. Use any standard representation.

A plaintext \( m \) is encrypted by computing

\[ c = m^e \text{ mod}(n) \]  

(6)

The ciphertext is c. Then if the user A knows the public-key \( (n, e) \) of user B, the user A can encrypt messages to be sending to user B, to make encryption efficient, use fast exponentiation.

C. Decryption [1]

The decryption of RSA algorithm is based on the following theorem.

Theorem 1 [4]. Let \( (n,e) \) be a public RSA key and \( d \) the corresponding private RSA key, then

\[ m = c^d \text{ mod}(n) \]  

(7)

Similarly, the decryption key is the pair of positive integers \( d \) and \( n \).

III. SOFTWARE DEVELOPMENT

First, we develop a graphical user interface with MATLAB R2008b\(^{\circ} \) (see Fig. 3) to generate the keys according to the methodology described in the previous section. As seen in Fig. 3, the user must provide the prime numbers p and q, then press the button Generate Public-Key. Then, the program checks that p and q are prime numbers. While p and/or q are not prime numbers, the program displays the warning window shown in Fig. 4 and 5. If p and q are primes, the program calculates n, \( \varphi(n) \), and the number of public keys generated. After the user B has to choose randomly a public-key \( (e) \).

Finally the user B must press the button Generate Private-Key to generate the corresponding private-key.
Secondly, we develop the graphical user interface to encrypt messages. As shown in Fig. 6, to encrypt a message $m$ with RSA algorithm, the user A must enter the public-key $(e, n)$ of the user B, then the user A enters the message to be encrypted and sent to user B, and then user A must press the button to encrypt. Finally, the program generates the ciphertext $(c)$. This ciphertext can be sent through an insecure channel from user A to user B.

In the sequel, we develop a graphical user interface to decrypt messages by using RSA algorithm. As shown in Fig. 7, to decrypt a message $m$ with RSA algorithm, the user B (recipient's) must enter his public-key $(n)$ and his private-key $(d)$, then the user B enters the ciphertext to be decrypted, later the user B must press the button to decrypt. Finally, the program retrieves the plaintext $(m')$. This plaintext can be read clearly by the user B.

IV. RESULTS

In this section, we present some examples of encryption of alphanumeric information, from how to generate the public and private keys, and finally how to encrypt and decrypt by using the proposed software. Table I shows this example. For the encoding/decoding of alphanumeric information, we use the equivalence shown in Table II and III. Therefore, the message $(m)$ must be represented as a number in base 36.
TABLE I
EXAMPLES OF DIFFERENT GENERATION OF PUBLIC-KEY WITH ITS CORRESPONDING PRIVATE-KEY WITH MESSAGES TO ENCRYPT, MESSAGES ENCRYPTED (CIPHERTEXT) AND RETRIEVED MESSAGE

<table>
<thead>
<tr>
<th>Prime (p)</th>
<th>Prime (q)</th>
<th>n</th>
<th>φ(n)</th>
<th>Public-key (e) (selected randomly)</th>
<th>Private-key (d)</th>
<th>Message (m)</th>
<th>Ciphertext (c)</th>
<th>Retrieved Message (m’)</th>
</tr>
</thead>
<tbody>
<tr>
<td>281</td>
<td>167</td>
<td>46927</td>
<td>46480</td>
<td>39423</td>
<td>26767</td>
<td>YES</td>
<td>AG6J</td>
<td>YES</td>
</tr>
<tr>
<td>281</td>
<td>167</td>
<td>46927</td>
<td>46480</td>
<td>39423</td>
<td>26767</td>
<td>NO</td>
<td>XSG</td>
<td>NO</td>
</tr>
<tr>
<td>11317</td>
<td>10313</td>
<td>116712221</td>
<td>116690592</td>
<td>123959</td>
<td>46807463</td>
<td>2009</td>
<td>PI48B</td>
<td>2009</td>
</tr>
<tr>
<td>11317</td>
<td>10313</td>
<td>116712221</td>
<td>116690592</td>
<td>123959989</td>
<td>84999325</td>
<td>PARIS</td>
<td>AT9900</td>
<td>PARIS</td>
</tr>
<tr>
<td>11317</td>
<td>10313</td>
<td>116712221</td>
<td>116690592</td>
<td>123959989</td>
<td>84999325</td>
<td>CESSE</td>
<td>A2XEHG</td>
<td>CESSE</td>
</tr>
</tbody>
</table>

TABLE II
CHARACTER ENCODING OF THE ENGLISH ALPHABET

| A | B | C | D | E | F | G | H | I | J | K | L | M | N | O | P | Q | R | S | T | U | V | W | X | Y | Z |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10| 11| 12| 13| 14| 15| 16| 17| 18| 19| 20| 21| 22| 23| 24 | 25 |

TABLE III
CHARACTER ENCODING OF THE DIGITS 0 TO 9

<table>
<thead>
<tr>
<th>0</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
</tr>
</thead>
<tbody>
<tr>
<td>26</td>
<td>27</td>
<td>28</td>
<td>29</td>
<td>30</td>
<td>31</td>
<td>32</td>
<td>33</td>
<td>34</td>
<td>35</td>
</tr>
</tbody>
</table>

The presented software is with purposes of illustration only, by using the RSA algorithm. Nevertheless, the developed software can be easily used:

1. With other encryption algorithms that work based on public-key cryptography; such as: Rabin, ElGamal, Generalized ElGamal, McEliece, Knapsack, Merkle-Hellman knapsack, Chor-Rivest knapsack, Probabilistic, Goldwasser-Micali probabilistic, Blum-Goldwasser probabilistic [3].

2. In combination with nonlinear functions, for more details see [10,11].

3. With chaotic encryption, see e.g. [12-15].

V. CONCLUSIONS

In this paper, we have presented the development of software to encrypt messages with the RSA algorithm. This software can be used in universities and research centers as a tool for studying public-key cryptography. The program is friendly and easy to operate for users. Messages that are encrypted are English alphabet characters and digits 0 to 9. When you want to encrypt long messages must provide very large prime numbers or use RSA encryption as a block cipher [4]. For the generation of keys, the software first verifies that the numbers p and q are primes. If p and q are large prime numbers, the program can generate millions of public-keys and its corresponding private-keys. Then the user selects randomly the public-key and calculates the corresponding private-key. Now the user can easily encrypt alphanumeric information and send it through a public channel or media insecure. Only the user who has the private-key can decrypt the messages.
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