Abstract—Ontologies are broadly used in the context of networked home environments. With ontologies it is possible to define and store context information, as well as to model different kinds of physical environments. Ontologies are central to networked home environments as they carry the meaning. However, ontologies and the OWL language is complex. Several ontology visualization approaches have been developed to enhance the understanding of ontologies. The domain of networked home environments sets some special requirements for the ontology visualization approach. The visualization tool presented here, visualizes ontologies in a domain-specific way. It represents effectively the physical structures and spatial relationships of networked home environments. In addition, it provides extensive interaction possibilities for editing and manipulating the visualization. The tool shortens the gap from beginner to intermediate OWL ontology reader by visualizing instances in their actual locations and making OWL ontologies more interesting and concrete, and above all easier to comprehend.
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I. INTRODUCTION

Artificial intelligence refers to programs and procedures that are able to automatically solve problems heretofore solved by humans [1]. To enable this automated problem solving, recent work in artificial intelligence has been concentrated on exploring ways to specify content-specific agreements for the sharing and reuse of knowledge among software entities [25]. Ontologies have become a popular research topic among several artificial intelligence research communities because of their ability to provide a shared and common semantic understanding [2].

A commonly agreed definition of ontology, made by Gruber [3] is the following: “An ontology is an explicit and formal specification of a conceptualisation of a domain of interest”. Furthermore ontology is defined as a controlled vocabulary that describes objects and the relations between them in a formal way; ontology resembles faceted taxonomy but uses richer semantic relationships among terms and attributes, as well as strict rules about how to specify terms and relationships [4], [5]. Ontologies represent a shared meaning of a domain and they can be used to describe almost any kind of domain explicitly.

Ontologies are broadly used in the context of the networked home environments. As Gu et al. [25] have pointed out, with ontologies it is possible to define and store context information, as well as to model different kinds of physical environments. Ontologies are central to networked home environments, as they carry the meaning. With ontologies some of the most important problems in the development of the pervasive computing environments can be overcome [26]. OWL semantic mark up language was created for publishing and sharing ontologies and it provides mechanisms for creating all the components of an ontology: concepts, instances, relations and axioms [8].

However, working with ontologies and the OWL language is often complex. Looking at an OWL ontology for the first time can be overwhelming and the gap from beginner to intermediate OWL ontology reader is cumbersome. Information visualization by definition is the process of turning abstract data into a visual shape easily understood by the user, making it possible for him/her to generate new knowledge about the relations between the data [9]. Visualization can also be the key to better understanding of the data contained by ontologies. A visual version of an ontology allows users to visually follow a concept to its nearest neighbours or analyze the overall space for interesting related or unrelated concepts. [10].

Several ontology visualization approaches have been delivered by research community in some past. Common feature of these approaches is that they are graph based and domain independent. However, the graph based visualization is not capable of effectively visualizing every kind of data. As Wehrend & Lewis [11] have mentioned, the chosen visualization technique should always be relevant to the given problem and support the user’s goal in viewing the representation. Another shortcoming of these approaches is their limited interaction features. In order to gain full understanding of the visualized data, users should be able to interact with the visualization [6].

The main research problem of this study is to find out how can ontologies be visualized, particularly in the domain of networked home environments, and how can interactive visualization elements be included in the visualization. To answer this problem, three research questions must be answered:
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1. What special requirements does the networked home domain set for the visualization approach?
2. How should context information be presented and managed in the visualization?
3. How should the interaction be implemented and managed?

In this study a visualization tool called VantagePoint is constructed. VantagePoint is able to interactively visualize ontologies particularly in the domain of networked home environments. Special attention is given to the interaction between the user and the visualization. The constructed approach should act as an example of how the actual research problem can be solved. The approach visualizes OWL ontologies graphically, making them more interesting and concrete, and above all easier to comprehend.

This paper is structured as follows. Chapter 2 presents some of the tools currently available for ontology visualization identifying their shortcomings and benefits. The developed ontology visualization tool is described in more detail in Chapter 3 and finally, the conclusions are presented in Chapter 4.

II. THE STATE OF ART IN ONTOLOGY VISUALIZATION TOOLS

Currently there exist several approaches to visualizing ontologies. Many of these approaches are embedded in tools that support the development process of ontologies. The intended users of these tools are ontology engineers that need to get an insight into the complexity of the ontology. Therefore, these tools employ schema visualization techniques that primarily focus on the structure of the ontology, i.e. its concepts and their relationships [13]. The examples of such ontology visualization approaches are Ontoviz [14] and Jambalaya [15], which are visualization components of ontology editor Protégé [12], and Cluster Map [13], which is a component of navigation engine Spectacle.

Common to these approaches is that they are domain independent and graph based. Ontologies are visualized only by representing their entities with nodes and the relationships between entities with arcs. Furthermore, these approaches contain quite limited graphical editing operations. Only TGVizTab offers real possibilities to graphically edit the visualization. In the other two approaches, the interaction operations are restricted to navigation and the selection of features to be visualized. Furthermore, considering how important a role queries play in data analysis, the search features in these approaches are surprisingly modest.

The tool presented by this research addresses the above enumerated shortcomings by visualizing the semantic information models in a realistic and concrete manner. It allows users to dynamically manipulate the underlying models through various graphical editing operations. By visualizing environments realistically, users are able to see the different operations as in real life.

III. THE MOST IMPORTANT REQUIREMENTS FOR THE APPROACH

The domain of networked home environments sets some special requirements for the visualization approach. In this chapter those requirements are described.

As discussed above, the ontologies considered in this study model different kinds of physical environments. Thus, it was thought important to present contextual information and spatial relationships effectively in the visualization. Another requirement was that the graphical appearance of the visualization should be realistic. Realism breeds the expectation of accuracy, reliability and authority in the representation, especially when considering computer visualizations which aspire to simulate real environments [27].

The next requirement highlighted the importance of interactive elements. The interaction between the user and the visualization helps us to understand the visualization better [6] and thus VantagePoint was designed to offer such editing operations as adding, moving and deleting of instances. These operations were defined not just to enable the editing of the visualization itself, but also to give direct access to the underlying ontological data behind the visualization.

The ability to view the data from different perspectives and from different angles enhances understanding of the data [16]. To realize this, a requirement for multiple angles and perspectives was added to VantagePoint. By defining this requirement, it was assured that users would get a good overall picture of the data, as well as being able to perform accurate editing operations.

The last requirement was to ensure that VantagePoint offers extensive possibilities to construct and execute queries. As was concluded in Chapter 2, in the existing ontology visualization approaches the search features were surprisingly modest. VantagePoint addresses this shortcoming by providing two different query methods: a graphical query and a free query. With the graphical query option inexperienced users are also able to execute queries without having any particular knowledge of the ontology query languages RDQL [28] or SPARQL [29]. With the textual query option, advanced users are able to define their own query statements without any constraints.

IV. THE MAIN COMPONENTS OF VANTAGEPOINT

VantagePoint core contains the most important functions of the software: model visualization, model manipulation and model simulation. These functions are implemented in Java and controlled through Swing GUI. The VantagePoint core is presented in Fig. 1.

![VantagePoint Core](image)

Fig. 1 The main components of the VantagePoint
1. As discussed before, VantagePoint forms semantic models of networked home environments. The Model visualization component is responsible for the visualization of these models. It reads OWL files and searches for individuals that belong to predefined VisualComponent class. Only individuals that belong to the VisualComponent class are visualized, all other data that is irrelevant or impossible to visualize is ignored. The VisualComponent class is divided into two separate subclasses - Item and Area. All things visualized fall into these two classes. If the ontology does not contain the class VisualComponent, it cannot be visualized with VantagePoint. In such cases a blank visualization is created and users can examine the ontological model through the query features provided by VantagePoint.

2. The Model manipulation component enables changes to be made to the visual representation of the model. The manipulation consists of editing operations such as removing, adding, moving and rotating of instances. Whenever editing operations are made in the visualization the ontological data changes accordingly.

3. The Model simulation component defines ways of implementing context and other discovery operations. These operations are carried out by utilizing the SPARQL and RDQL query interfaces provided by VantagePoint.

V. ARCHITECTURAL FRAMEWORK

The Model-View-Controller (MVC) framework was selected as a starting point for the architectural design of VantagePoint. The MVC framework is a widely used architectural approach for interactive applications. It divides functionality between objects involved in maintaining and presenting data to minimize the degree of coupling between the objects [18]. In the Model-View-Controller architecture, objects of different classes take over the operations related to the objects [17]. In the Model-View-Controller architecture implement their own strictly defined responsibilities. Separating responsibilities among components has enormous benefits, especially when building interactive applications. Isolating functional units from each other as much as possible makes it easier to understand and modify each particular unit, without having to know everything about the other units. This three-way division of an application entails separating the parts that represent the model of the underlying application domain from the way the model is presented to the user and from the way the user interacts with it [17].

The architectural design of the VantagePoint is a slightly modified version of the Model-View-Controller framework. Contrary to the Model-View-Controller paradigm, the model class do not notify the views when it changes. This is mainly because the model class in VantagePoint architecture is adopted from the class library provided by Jena [30] and therefore it was considered better not to implement any new functionality in the OntModel class, but to leave it as it was. Instead, a new class called VPEditor was created to implement some of the functionalities that would normally belong to the model class in the MVC architecture. Furthermore, it was decided to implement the user interface elements of the application in the VPEditor class. In this way the WorldManager class, which acts as a controller class in VantagePoint architecture, could be maintained as a simple interface to the model. This was considered to increase the versatility and the reusability of the approach. To illustrate the functionality of the architectural framework of the approach, a detailed description of VantagePoint’s interaction cycle is presented in Fig. 2.

Fig. 2 A standard interaction cycle of VantagePoint

1. The basic interaction cycle starts when the user performs an editing operation in some of the views. For example, the user may change the location of an instance by dragging it to another position.

2. The VPEditor class ‘listens’ to the views and tracks the changes occurring in them.

3. VPEditor forwards the necessary information about the editing operation to the controller class.

4. The controller class (WorldManager) acts as an interface to the model (OntModel) and changes the model according to the editing operation.

5. Finally, VPEditor calls the views’ update methods to set the views in sync with the current state of the model.

As can be seen from Fig. 2, different components in VantagePoint architecture implement their own strictly defined responsibilities. Separating responsibilities among model, view, and controller objects reduces code duplication and facilitates handling of the data, whether adding new data sources or changing data presentation, as business logic is kept separate from data [18].

VI. THE VANTAGEPOINT

The software tool presented in this study allows to interactively visualize ontological models particularly in the domain of networked home environments. The approach is written in Java and it uses Jena interface to manage OWL
ontologies, and Java 2D graphics to visualize them. Rather than visualizing the abstract structural relationships of ontology classes and instances, VantagePoint presents contextual information and spatial relationships effectively by visualizing instances in their actual locations. VantagePoint also offers the possibility to view the visualization from multiple angles and with different perspectives and it exploits both two- and three-dimensional views.

The edit view is a 2D ‘ground plan’ view of the ontology that has been visualized, whereas the isometric view visualizes ontologies more impressively from a three-dimensional perspective. The purpose of the two-dimensional edit view is to enable more accurate editing operations. In general, 2D views are considered better for navigating and measuring distances precisely, establishing precise relationships and performing spatial positioning [19], [20]. As can be seen from Fig. 3, the appearance of the edit view is somewhat rough. Items are represented with symbols, which include a textual description of the item, and an arrow indicating the current direction of the item. The edit view is presented from a bird’s eye perspective, which does not exploit the three-dimensional representation. Instead, it enables the possibility to accurately create areas with exact measurements and locate items in their correct positions.

In the isometric view the environment is presented from an isometric projection which offers a better general view of the house. However, the isometric view does not offer as accurate editing and adding operations as the two-dimensional edit view. Three-dimensional displays are said to be good for gaining an overview of a 3D space, understanding 3D shape, and navigating approximately [21]. The isometric view is presented in Fig. 4.

The isometric projection was selected as a representation method, because it allows users to have a general view of the visualized world at a glance. It is also stated that by using the isometric projection, spatial relationships between objects can be seen within wide environments [22]. Furthermore, the isometric projection has proven its effectiveness in visualizing three dimensional spaces in such popular computer games as ‘The Sims’ [23] and ‘SimCity’ [24].

The exploitation of both visualization types, 2D and 3D, was thought to be a necessity, since VantagePoint was required not only to visualize ontologies, but also to offer means to accurately edit them.

VII. THE INTERACTIVE FEATURES

As discussed, one of the most important requirements of VantagePoint was to offer extensive interaction possibilities to the user. In this chapter the interaction operations provided by VantagePoint are described in more detail.

To begin with, VantagePoint offers operations for adding and removing of instances. In VantagePoint, instances are either areas or items. Areas are used to represent different kinds of spaces, like rooms and hallways in the house model, whereas items represent either devices or persons and they are represented with realistic 3D icons or 2D symbols that are supposed to make items recognizable. Both areas and items can be added and removed through simple graphical operations.

The items are added by selecting an item from the text list that enumerates all the items offered by VantagePoint. After the item has been selected, the location for the item can be determined by dragging it to a desired position.

The adding of areas is performed by assigning the corner points of the area. Once the desired points have been selected (three at least), the area must be named. It is also possible to determine a floor material for the area. Different floor materials are represented with different textures in the isometric view (see Fig. 4).

Delete operations are performed simply by selecting the desired instance and pressing the ‘garbage can’ button in the control panel. As the selected instance disappears from the screen, it is also removed from the ontological model. If an area is deleted, all areas and instances that were contained by this area are also deleted.

In addition, to the operations described above, VantagePoint offers interaction operations such as moving of instances, printing of models and getting additional information about instances.
In VantagePoint all visualized elements are movable and the moving operation is executed simply by dragging an instance to a new location. The printing operation enables the visualized model to be printed in a textual form. In this way it is possible to examine the structure of the OWL file and see how the changes made in the visualization have affected the model. The final interaction operation described here is called "getting additional information about instances". This operation enables certain additional information about selected instances to be quickly obtained.

As it was earlier discussed, queries are an effective way of retrieving data from ontologies and in the existing visualization approaches the query construction features are quite restricted. VantagePoint stands out from other ontology visualization approaches by providing extensive support for query construction. It supports two ontology query languages SPARQL and RDQL. In addition, VantagePoint offers two distinguished query methods: a graphical query and a free query.

Graphical querying in VantagePoint means that users can define queries that will be executed when an instance is being clicked on in the visualization. By means of graphical querying it possible to retrieve information about, for example, what services are offered in a certain area. VantagePoint provides also a possibility to save query sets in text file to be reused later and thus the same queries can be executed through graphical user interface with minimal knowledge about the query languages needed.

The queries that will be executed when an instance is being clicked can be defined in the query settings dialog box, which is presented in Fig. 5. In the free query, the queries to be executed are not restricted in any way. With the free query it is possible to retrieve any kind of information from the model, even data that could not have been visualized.

As presented in Fig. 6, the free query is constructed by writing the query statement in the upper text area and pressing the execute button. Results will appear in the lower text area.

![Fig. 5 A dialog to define queries executed in graphical querying](image)

![Fig. 6 The dialog for defining free queries](image)
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